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Abstract

This study focuses on the application of the Logistic Map algorithm in Python programming language for Digital Image Encryption and Decryption, the differentiating aspect of the present research in contrast to prior studies lies in its elucidation of the practical application of the Logistic Map within the Python programming language, as opposed to the antecedent investigations which primarily confined their discourse to the realm of scientific and mathematical abstraction. Not only that, but it also investigates the impact of image type, image size, and Logistic Map parameter values on computational speed, memory usage, Encryption and Decryption results. Three image sizes (300px x 300px, 500px x 500px, and 1024px x 1024px) in TIFF, JPG, and PNG formats are considered. The Digital Image Encryption and Decryption process utilizes the Logistic Map algorithm implemented in Python. Various parameter values are tested for each image type and size to analyze the Encryption and Decryption outcomes. This research has effectively implemented the logistic map algorithm, resulting in the discovery of several significant findings. The findings indicate that image type does not affect memory usage, which remains consistent regardless of image type. However, image type significantly influences Decryption results and computation time. Notably, the TIFF image type exhibits the fastest computation time, with durations of 0.17188 seconds, 0.28125 seconds, and 1.10938 seconds for 300px x 300px, 500px x 500px, and 1024px x 1024px images, respectively. Additionally, the Decryption results vary depending on the image type. The Logistic Map algorithm is unable to restore Encryption results accurately for JPG images. Furthermore, this research highlights those higher values of x, Mu, and Chaos result in narrower histogram values, resulting in better encryption results, as evidenced by experiments using x=0.102, Mu=3.9 and Chaos=6400. This study contributes to the field by exploring the application of the Logistic Map algorithm in Python and analyzing the effects of image type, image size, and Logistic Map parameter values on computation time, memory usage, and Digital Image Encryption and Decryption results.
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1. Introduction

The development of technology forces many people to produce more multimedia data such as images, videos, audio, and so on. This development is also supported by the rapid dissemination of data on the internet [1]. Therefore, with the rapid advancement of communication technology, information exchange through the Internet is everywhere and has become a crucial part of many people's lives [2]. One type of data that is widely spread on the internet is images. An image contains a vast amount of information, not only in written form but also in descriptive visual form, making it essential to protect the privacy of the image owner.

Digital images or pictures, as a medium for storing information, are different from text data. Images have specific features such as size and values in each pixel [3]. One type of image that needs protection is medical images. According to research conducted by Kiran from Visvesvaraya Technological University (VTU) in 2020, numerous medical applications such as smart health, e-health, telemedicine, and others still use open networks to send and receive information related to medical images from both the client and server sides. These images contain highly sensitive information about patients' secrets. Unfortunately, these applications do not protect the images sent, mainly due to considering the time and computational burden involved in the process [4]. Not only in the medical field but also in other domains such as intellectual property and law, a higher level of security is necessary for image data [5]. There are many ways to protect data in the form of images, and one of them is by applying the Logistic Map theory. The Logistic Map is often used in various problem-solving scenarios, such as approximating the Specific Data Corona Virus [6], Enhance Chaos And Complexity Of Discrete Systems [7], Applying Dispersion Entropy To Status Characterization Of Rotary Machines [8], and Inverse Pheromone Approach
in a Chaotic Mobile Robot’s Path Planning Based on a Modified Logistic Map [9]. This is because the Logistic Map is considered to have advantages in its simple functional structure with good chaos and controllable autocorrelation and cross-correlation properties [10]. Therefore, the Logistic Map may be also used in the process of protecting images.

Previous research has utilized the Logistic Map as an algorithm for encrypting images, as seen in a study conducted in 2019. In this research, a new approach to image encryption was proposed, based on a dual chaotic system using the two-dimensional Baker Chaotic Map to control the parameters and state variables of the Logistic Map. The goal was to extend the range and reduce the vulnerability level compared to the one-dimensional Logistic Map algorithm. The results of this research showed that the two-dimensional Baker Chaotic Map successfully increased the level of chaos to a point where it became unpredictable by complex analysis [11]. In the same year, another similar study discussed enhancing the chaotic behaviour of the Logistic Map. The research revealed that within the Logistic Map algorithm, a logistic sequence produces multiple random sequences that can be useful for controlling the random sequences of other logistic transformations. The study also analyzed key space, key sensitivity, correlation, information entropy, resistance to differential attacks, resilience analysis, and complexity analysis of the encrypted images. The results showed that the proposed algorithm could compete with other chaotic-based image encryption algorithms in terms of security and complexity [12].

Both studies demonstrate the potential of using the Logistic Map and its variations to create secure and chaotic image encryption algorithms, which are crucial in safeguarding sensitive image data from unauthorized access.

In the following year, there was research discussing the use of watermarks on images based on interconnected Logistic Maps and variants of optimization generated by Particle Swarm Optimization (PSO). The approach taken in this study involved decomposing the image using discrete wavelet transformation and Discrete Cosine Transform (DCT) techniques. Both transformations were applied to pixels with frequency levels that are insensitive to human perception, namely Low-High (LH) and High-Low (HL) pixels. The goal was to embed the watermark into the image in a way that the watermarked image still appeared like a regular image. The process of embedding the watermark into the image in this study involved applying the Logistic Map theory to chaotically destroy the watermark, making it difficult to read or recognize. The results of this research showed that the PSO algorithm used for multi-dimensional optimization of selecting DCT values efficiently found the optimal values for the strength of watermark embedding and DCT values [13].

Furthermore, there are several similar studies such as "An Efficient Image Encryption Scheme Based on S-Boxes and Fractional-Order Differential Logistic Map" [14], "An Image Encryption Scheme Based on Public Key Cryptosystem and Quantum Logistic Map" [15], "An Improved Digital Logistic Map and Its Application in Image Encryption" [16], and many other researches that utilize the Logistic Map as an algorithm for digital image encryption. All these studies demonstrate that the Logistic Map has proven to be an effective and reliable tool in protecting digital images, contributing to the development of security techniques in processing and exchanging images online.

However, most of these studies only discuss from a scientific perspective and the mathematical calculations alone. There has been no research that discusses in detail the technical implementation of the Logistic Map in a specific programming language, particularly in the Python programming language. This research aims to explain in detail the implementation of the Logistic Map as a digital image encryption algorithm using the Python programming language. Not only that, but this research also analyzes the influence of each parameter change possessed by the Logistic Map on encryption results, execution time, and memory usage during the computation process.

2. Research Methods

This research followed the steps shown in Figure 1 as a method for conducting experiments and analysis.

2.1 Data Collection

The data collection process involves several stages, including a literature review phase aimed at gathering various references. The literature review is also useful for collecting scientific evidence related to the differences between previous research and this study. The data collection phase also includes gathering various types of images such as JPG, PNG, and TIFF. Each image comes in three-pixel sizes: 300px x 300px, 500px x 500px, and 1024px x 1024px.

2.2 Image Encryption

The Encryption and analysis process includes the following steps:
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This research utilizes the Logistic Map algorithm for encrypting digital images in the form of pictures. The Logistic Map is an algorithm used to introduce chaos or randomness, as described by Formula 1 [17].

\[ X_{i+1} = \mu X_i (1 - X_i) \]  

The behaviour of the Logistic Map can be highly complex and exhibit various patterns depending on the value of \( \mu \) (Mu) that is specified. For example, if the value of \( \mu \) lies between 0 and 1, the population will decrease over time and eventually reach 0. However, if the value of \( \mu \) lies between 1 and 3, the population will oscillate between two values, and if \( \mu \) lies between 3 and 3.57, the population will oscillate between four values. When the value of \( \mu \) is between 3.57 and 3.57-3, the function will exhibit period-doubling bifurcation, meaning each population will be isolated between 2^i values as the value of \( i \) increases. This behaviour will continue until the value of \( \mu \) reaches 4.6692, at which point the population will exhibit chaos.

Here is the example of chaos generated by the Logistic Map with an initial value of X(0) = 0.5 and \( \mu = 3.8 \) for a total of 12 iterations:

\[
\begin{align*}
X(0) &= 0.95 \\
X(1) &= \mu \times 0.5 \times (1 - 0.5) = 0.95 \\
X(2) &= \mu \times 0.95 \times (1 - 0.95) = 0.1805 \\
X(3) &= \mu \times 0.1805 \times (1 - 0.1805) = 0.59732 \\
X(4) &= \mu \times 0.59732 \times (1 - 0.59732) = 1.13707 \\
X(5) &= \mu \times 1.13707 \times (1 - 1.13707) = -1.99852 \\
X(6) &= 3.8 \times (-1.99852) \times (1 - (-1.99852)) = -14.4873 \\
X(7) &= 3.8 \times (-14.4873) \times (1 - (-14.4873)) = -268.486 \\
X(8) &= 3.8 \times (-268.486) \times (1 - (-268.486)) = -183412.9 \\
X(9) &= 3.8 \times (-183412.9) \times (1 - (-183412.9)) = -124023264 \\
X(10) &= 3.8 \times (-124023264) \times (1 - (-124023264)) = -99329897485.2 \\
X(11) &= 3.8 \times (-99329897485.2) \times (1 - (-99329897485.2)) = -99.3297E + 19 \\
X(12) &= 3.8 \times (-99.3297E + 19) \times (1 - (-9.93297E + 19)) = -\infty
\end{align*}
\]

This stage aims to analyze the influence of parameter changes in the Logistic Map on the encrypted image results. Subsequently, the encryption results for each type of image will be compared based on the execution time for encryption and decryption, as well as the memory usage during each process.

3. Results and Discussions

After conducting a literature review and data collection, the next step is to implement the Logistic Map using the Python programming language. This stage utilizes the Pillow library (pillow.readthedocs.io) as a module for image processing and Numpy (numpy.org) as a module for mathematical function engineering, which will be used to compute Formula 1.

3.1 Application of Digital Image Encryption

The stages of image encryption using Logistic Map in the Python programming language can be displayed in Figure 2.

![Figure 2. Encryption Flow](image)

Install Library is the first stage to perform image encryption in this research to load the Pillow and Numpy libraries, as shown in Figure 3.

```
# Load all libraries
from PIL import Image
import numpy as np
```

![Figure 3. Install Library](image)

Input Path Image is the stage where you need to select the image that will be encrypted using the code indicated in Figure 4.

```
# Initialize path image
img_file = 'image.png'
pixel_real_img = 'image/image_real/' + img_file
pixel_enc = 'image/enc/' + img_file
pixel_dec = 'image/dec/' + img_file
```

![Figure 4. Path Image](image)
The code shown in Figure 4 aims to fetch the file “image.png” and initialize the path of the folder where the encrypted and decrypted results will be stored. The folder path used in this research is shown in Figure 5.

```
# Convert RGB to Gray Scale
im = Image.open(path_real_img).convert('L')
display(im)
# Convert image to array format
im_array = np.array(im)
print(im_array)
```

Figure 4. Converting RGB Format to Grayscale

The code displayed in Figure 8 above produces new data, where the previous data has a 3-dimensional form with a size of 300 x 300 x 4 into 2-dimensional data with a size of 300 x 300 as displayed in Figure 9.

```
# convert RGB to Gray Scale
im = Image.open(path_real_img).convert('L')
display(im)
```

Figure 8. Converting RGB Format to Grayscale

The stages of parameter initialization for the Logistic Map can be seen in Figure 10.

```
# Initialized Chaotic Parameters
keystream = []
x = 0.002
Mu = 4
chaos = 3064
```

Figure 10. Parameter Initialization

The purpose of initializing parameters in the Logistic Map is to determine the level of chaos generated to be applied to each pixel that will be encrypted.

Encrypting the values in each pixel stage is a crucial step, where the encryption process involves the utilization of two functions. The first function is used to define the Logistic Map, as illustrated in Figure 11.

```
def logistic_map(x, r):
    return r * x * (1 - x)
```

Figure 11. Implementation of the Logistic Map

The second function serves as the engine for encrypting each pixel, as demonstrated in Figure 12.
The functions shown in Figures 11 and 12 are interconnected, as the function depicted in Figure 11 is the implementation of the Logistic Map in the Python programming language. This function is responsible for introducing chaos to each pixel value provided by the function depicted in Figure 12. Here is a simulation of the encryption calculation performed by these two functions.

\[
x_1 = 4 \times 0.002 \times (1 - 0.002) = 0.007984
\]

\[
x_2 = 4 \times 0.007984 \times (1 - 0.007984) = 0.031681022976
\]

\[
x_3 = 0.031681022976 \times (1 - 0.031681022976) = 0.1227093430677665
\]

... ...

\[
x_{90000} = 4 \times 0.917356585505951 \times (1 - 0.917356585505951) = 0.3032539221392552
\]

Due to the image dimensions being processed being 300 x 300, the calculations will continue until the last pixel, which is the 90,000th pixel. Not only that, but the encryption engine shown in above Figure 12 also handles the calculations and rounding of the multiplication results between the Logistic Map values and chaos values. Here is a simulation of the calculations:

\[
x_1 = 0.007984 \times 3064 = 24.462975999999998 = 24
\]

\[
x_2 = 0.031681022976 \times 3064 = 97.070654398464 = 97
\]

\[
x_3 = 0.1227093430677665 \times 3064 = 375.98142706468366 = 375
\]

... ...

\[
x_{90000} = 0.3032539221392552 \times 3064 = 929.170017434678 = 929
\]

The multiplication result of the Logistic Map with the chaos value above is the final value of this stage. Save the encryption values to memory as shown in Figure 12 is not limited to just the function for encrypting each pixel value contained within the test image. The function depicted in Figure 12 is also used to store the encrypted data results. This function is executed by adding each encrypted value to a variable initialized with the name 'keystream'. The encrypted results stored in this variable can be seen in Figure 13.

![Figure 12. Encryption Engine](image)

The Bitwise XOR operation is used to scramble the previously encrypted values, and the result of this operation can be seen in Figure 14.

![Figure 14. Value of the 'keystream' Variable](image)

Converting an Array to an Image is done after the Bitwise XOR process is completed. The result of the digital image encryption process can be observed in Figure 15.

![Figure 15. Encryption Result](image)

After the encryption is successfully performed, the next step is to save the image into the previously prepared folder, as indicated in Figure 5.

3.1 Analysis of Parameter Changes in Encryption Results, Memory Usage, and Computational Speed

After implementing the Logistic Map using the Python programming language, the next step is to analyze the parameter changes in encryption results, memory usage, and computational speed for each type and size of the image. The test results can be seen in Table 1.
The testing was conducted using the parameters $x = 0.002$, $Mu = 3$, and $Chaos = 200$ for the first test, $x = 0.032$, $Mu = 3.5$, and $Chaos = 1200$ for the second test, and $x = 0.102$, $Mu = 3.9$, and $Chaos = 6400$ for the subsequent test.

Memory Usage Analysis: based on the conducted test results, it was found that the image type and Logistic Map parameter values have no significant impact and remain consistent on the memory usage during the computation process. The memory usage for images of size 1024px x 1024px is 4096.12500kb, while for size 500px x 500px it is 976.67188kb, and for size 300px x 300px, it is 351.67188kb. The memory usage difference during decryption for each size is 0.00038146% for 1024px x 1024px size, 0.01599821% for 500px x 500px size, and 0.004443062% for 300px x 300px size.

Computational Speed Analysis: the conducted experiments have demonstrated that the TIFF image format proves to be the fastest in terms of computational performance compared to JPG and PNG. While JPG and PNG formats take 0.20313 seconds for a 300px x 300px image, for images of sizes 500px x 500px and 1024px x 1024px, the JPG format can outperform the PNG format, although it still lags the computational speed achieved by the TIFF format.

The Logistic Map algorithm can perform encryption on TIFF images in 0.17188 seconds for a 300px x 300px image, 0.28125 seconds for a 500px x 500px image, and 1.10938 seconds for a 1024px x 1024px image. Moreover, the test results indicate that the primary factors affecting encryption speed are the image type and size, while the Logistic Map parameter values have a relatively minor influence on encryption speed.

Encryption Result Analysis: the conducted tests for each image size and type demonstrate that the image type and size do not influence the encryption results. The primary factor affecting encryption results is the parameter values of the Logistic Map, as illustrated in Figure 16.

The experiment shown in Figure 16 indicates that higher values of $x$, $Mu$, and $Chaos$ lead to more randomized encryption of pixel values. Moreover, the values of $x$, $Mu$, and $Chaos$ significantly influence the
encryption patterns generated by the Logistic Map, as illustrated in Figure 17.

![Figure 17. The Influence of Logistic Map Parameter Values on Encryption Patterns](image)

Based on Figure 17, when the values are $x = 0.002$, $\mu = 3$, and $\text{Chaos} = 200$, the histogram values generated by the encrypted image closely resemble the histogram values of the original image. This results in the encrypted image still being recognizable. Moving forward, when the Logistic Map parameters are set to $x = 0.032$, $\mu = 3.5$, and $\text{Chaos} = 1200$, the histogram range of the encrypted image becomes narrower than before. This prompts the Logistic Map to produce more randomized encryption, yet the encryption quality is still insufficient as the encrypted result remains somewhat discernible, as shown in Figure 16. Furthermore, when the parameters are $x = 0.102$, $\mu = 3.9$, and $\text{Chaos} = 6400$, the pixel range on the histogram graph drops below 500 pixels for each image type tested. This chaotic behaviour affects every pixel, rendering the encrypted image almost unrecognizable.

Encryption Result Analysis: this research has found that one of the factors influencing the decryption results performed by the Logistic Map is the image type, as illustrated in Figure 18.

![Figure 18. The Influence of Image Type on Decryption Results](image)

Figure 18 illustrates that TIFF and PNG image types can restore the encryption values to their original state, enabling the decryption results to match the histogram values of the original image. On the other hand, the decryption results produced by the JPG image type still do not fully restore the original values, resulting in some noise or artefacts in the decrypted image, as shown in Figure 19.
Although the decryption results still exhibit some noise or artefacts in the JPG image type, the objects in the decrypted image are still recognizable. The decryption result shown in Figure 19 is obtained from the encrypted image generated by the Logistic Map with parameter values x = 0.102, Mu = 3.9, and Chaos = 6400. This value is also applicable to the histogram graph shown in Figure 18. Based on the previous test results, this parameter combination is chosen as it produces the best encryption result.

4. Conclusion

This research utilized the Python programming language to perform image encryption using the Logistic Map algorithm. The Python programming language incorporates libraries such as Numpy and Pillow to facilitate image computation and complex mathematical operations. The results of the conducted study demonstrate that the Logistic Map can execute encryption and decryption rapidly, yielding excellent outcomes for TIFF image types. Moreover, the JPG image type still introduces noise in the decryption results produced by the Logistic Map. The amount of memory used during the computational process remains consistent for each image type, with image size being one of the factors influencing memory usage. On the other hand, parameters such as x, Mu, and Chaos only affect the outcomes and encryption patterns generated by the Logistic Map algorithm. This research converts RGB images to grayscale, aiming to streamline the calculations performed by the Logistic Map, thus optimizing memory usage and computational efficiency. However, this conversion results in the decrypted images remaining in grayscale format. Therefore, future studies are encouraged to explore similar research that generates decrypted images in RGB format.
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