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Abstract

The interoperability between electronic health records (EHR) and electronic medical records (EMR) from various healthcare facilities for comprehensive patient care is important. However, integrating such systems, including the need for interoperability standards, data privacy, and security, is a highly challenging task, especially since patient rights in data access must be considered. The primary problem addressed is the challenge of integrating electronic health records (EHR) and electronic medical records (EMR) across various healthcare facilities to ensure comprehensive patient care while maintaining data privacy, security, and adherence to patient rights. This work presents an innovative approach to consolidate patient health records from various medical facilities. It facilitates seamless data access, improving the efficiency of healthcare delivery. The GGD approach was used in developing the prototype to ensure the delivered product was able to fulfill the user requirements. Four phases are divided into six stages used in this method: research, modelling, requirements definition, framework definition, refinement, and support. The evaluation involved two phases, back-end and front-end testing, utilizing white box and black box testing. Whitebox testing delivers the average frame rendering rate of up to 56 fps, and blackbox testing has shown 100% successful results in the given task. In conclusion, the Med-OID prototype was successfully developed. It integrates and securely transmits medical records across various healthcare services well, demonstrating significant potential to enhance personalized medicine and healthcare coordination. The evaluations underscored the prototype’s robustness and its capability to improve interoperability and data sharing in healthcare systems.

Keywords: healthcare; data sharing; information systems; PHR application; distributed systems

DOI: https://doi.org/10.29207/resti.v8i3.5707

1. Introduction

The state of health and individual conditions, including genomic states, have shifted from population-based healthcare approaches to individualised approaches, known as Personalized Medicine (PM) [1]. PM is utilised to tailor interventions, enhancing stratification and timing in healthcare delivery by leveraging biological information and biomarkers in patients [2]. PM aims to identify the optimal treatment for each patient, maximizing therapeutic benefits while minimizing drug side effects.

PM involves detailed patient information, from medical history and previous treatments to potential drug reactions. Three types of information are essential, that is: (1) information representing the heterogeneity of prognosis and treatment effects, (2) information related to past diagnoses, and (3) verified evidence regarding the patient’s health history [1]. This information is found in the patient’s medical records, which are distributed across all healthcare services the patient has accessed.

However, the adoption of PM is not yet matched by the capability of Health Information Systems (HIS) to share information with patients or among HIS within hospitals [3]. It affects the Electronic Medical Record (EMR), which, if stored in different Hospital Information Management Systems (SIMRS), cannot be used collectively, especially when patients seek treatment at different hospitals or healthcare facilities. An EMR is a lifelong electronic health record containing information about health examinations written by one or more health professionals in an integrated manner at each patient encounter [4]. It indicates that Medical Records must be accessible from multiple computers in a network to provide integrated
patient health information, ensuring efficient service and care [5].

The use of information technology in supporting healthcare services, including the provision of electronic medical records, has been pursued. Electronic medical records enable healthcare providers to store and share health information without relying on paper documents. This method is considered to reduce errors, enhance service quality, improve patient satisfaction, and reduce medical errors [6]. The regulation of electronic medical records in Indonesia is permitted, as stated in the Health Ministry Regulation No. 269 of 2008, Article 2, Paragraph (1), which requires records to be written entirely and clearly or recorded electronically.

The electronic medical record system is a critical focus for healthcare providers in managing integration and open data access among healthcare services, especially regarding medical record access [7]. According to Health Minister Regulation No. 46 of 2017 [8], strengthening health informatics includes standards and system interoperability. Therefore, it is clear that the developed health information systems must support data and information access across related systems by the authorized actors. The Health Ministry’s strategic plan for 2020-2024, stated in Regulation No. 21 of 2020 [9], also mentions that the development of health information technology is directed towards electronic medical record systems to support the exchange of patient medical summaries between hospitals and digitalizing medical records. The exchange of patient medical summaries greatly supports the expansion of online referral systems, including integrating private healthcare facilities into the referral system.

Several government hospitals, especially those partnered with BPJS Kesehatan, are currently using an integration feature released by BPJS called Bridging BPJS. Through this feature, hospital services have been connected, from referrals between healthcare services to diagnosis searches. From the patient’s perspective, the presence of the mobile JKN has met the requirements set in Article 52 of the Medical Practice Law [10], which states that patients have the right to a complete explanation of the medical actions provided, including access to medical records. However, according to the Minister of Health Regulation Number 269 of 2008 concerning Medical Records [11], medical records can be copied and shared with family. Therefore, in this research, an exploration of the potential for interoperability of medical record data among healthcare services is conducted and integrated into a mobile application. Furthermore, using a role-based access scheme, a design for family access scenarios to medical records is provided in this work.

2. Research Methods

In this section, we deliver several related works and describe the methods used.

2.1 Related Work

Treating patients, especially those with chronic diseases, undoubtedly requires numerous consultations. Each consultation necessitates relevant patient health information related to their condition, including their treatment history. Moreover, patients often receive care from one healthcare facility to another and even across countries. Through the Electronic Health Record (EHR), the transfer of a patient’s long-term healthcare information to a new provider can be facilitated via digital services [12], as illustrated in Figure 1.

The Electronic Health Record (EHR) is basically a patient’s long-term health record composed of various Electronic Medical Records (EMR) from different healthcare facilities. Meanwhile, an EMR is an electronic record of a patient’s healthcare created, compiled, managed, and consulted by doctors and official staff within a single healthcare service [12]. Therefore, interoperability is essential to enable all healthcare services providing EMR to exchange data with each other. However, connecting information across healthcare services is not straightforward; at least four aspects must be ensured before developing system integration: interoperability standards, data exchange terminology, data privacy and security, and related regulations.
Some researchers have recently utilized blockchain architecture to develop EHR Sharing. Shufen et al. [13] stated that full medical record sharing allows doctors to make quick and accurate diagnoses for patients and improves hospital efficiency. However, given the highly transparent nature of blockchain, shared data must be encrypted [14]. Jack Huang et al. [15] added that the development of EHR should prioritize patient rights, especially in granting and withdrawing access consent to doctors. Additionally, EHR should not display detailed medical record information but rather provide an overview of the patient’s condition over time. From a technical perspective, the developed EHR must ensure access reliability, maintain patient security and privacy, and enhance efficiency and scalability. Nevertheless, there are still many challenges in its implementation, both from the user perspective and the technology infrastructure of blockchain in healthcare [16].

2.2 Method

The research used a Research and Development (RnD) approach to find solutions to practical problems by developing a prototype product [15, 16]. This study focuses on the ultimate goal of the problem: to develop a Personal Health Record (PHR) application to integrate medical record access stored across multiple healthcare services. The prototype development approach naturally influences the system development method. The prototype was built as a mobile application using a cross-platform approach with the Flutter framework and supported by a Laravel back-end. This type of prototype is referred to as a native prototype. Native prototypes provide a more accurate representation of the final application because they use the same tools and frameworks as the final product and are helpful for testing performance, usability, and the overall user experience of the final application [19].

Several common prototype development methods include Traditional Information Technology Design (TID), Activity Centered Design (ACD), User Centered Design (UCD), Participatory Design (PD), and Goal Directed Design (GDD). Compared to other methods, GDD is more user-goal-focused [20], making it easier to determine user needs [21]. Therefore, in this work, GDD was chosen as the approach to developing the prototype to ensure the delivered product is able to fulfill user requirements. There are four phases that are divided into six stages of prototype development using the GDD approach: research, modeling, requirements definition, framework definition, refinement, and support [22], as illustrated in Figure 2.

Qualitative data is collected through literature studies and field observations in the research stage. This data is then analyzed, among other things, to determine user needs. The output of this activity is a user model that represents the user profile, habits, needs, and user groups. The user model serves as key information in the requirements definition phase to determine the features needed in the application. Once the user needs and application features are validly mapped, this information forms the basis for developing the application design during the framework definition stage. In general, software design will conceptualize the overall product and determine the application’s basic framework and visual design. The output of this stage

![Figure 2. Workflow of the GDD Method](image-url)
includes the system design and application prototype. The resulting prototype is then implemented and tested during the refinement stage. This stage is crucial, among other things, to test whether the prototype meets the needs and can be used effectively. Testing methods include whitebox and blackbox testing. The results of the testing are used to improve the evaluation phase.

2.3. User Scenario Overview

Scenarios are introduced to deliver clarity on how the developed application works. Figure 3 illustrates the referral scenario for an 18-year-old male patient from a type B hospital to a type A hospital.

The details of the scenario provided above can be described as follows.

Scenario 1: Registration. The patient registers at the admission department of a type A hospital. Immediately after registering, the on-duty doctor attends to the patient.

Scenario 2: Barcode Scan. Hospital B has conducted preliminary examinations regarding the patient’s condition and decided to refer the patient to hospital A. To expedite further treatment at hospital A and with the patient unconscious, the family provides access to the patient’s medical records to the on-duty doctor via an app. The doctor can then view the details of the medical records through the app by scanning a barcode presented by the patient’s family.

Scenario 3: Record Access. The barcode is an access code that can be shared with the doctor by the patient or the patient’s family. The barcode can contain detailed patient information, examination history, and medical records across all healthcare services. It could also be just a code for the details of the referral medical records.

Scenario 4: Role Access. The patient can determine the privacy of medical record access to other users who are considered family. Not only that, but the patient can also set the level of medical records to share.

3. Results and Discussions

In this stage, the application was developed, tested, and evaluated. The tests were done to provide performance for the back-end and front-end functionality.

3.1 Results

In the needs analysis, problem identification and qualitative data collection were conducted on the object of study using field observation methods and literature studies. The primary goal of developing this prototype is to find a solution for accessing medical records stored across multiple healthcare services through a single application by doctors, patients, and patient families.

Table 1 provides the user model for the prototype requirements.

<table>
<thead>
<tr>
<th>User</th>
<th>Requirements</th>
<th>Features</th>
</tr>
</thead>
<tbody>
<tr>
<td>Doctor</td>
<td>Add and view the medical records</td>
<td>• Add records</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• View records</td>
</tr>
<tr>
<td>Patient</td>
<td>View and grant access to medical records for family representatives</td>
<td>• View records Share records</td>
</tr>
<tr>
<td>Family</td>
<td>View medical records</td>
<td>View records</td>
</tr>
<tr>
<td>Operator</td>
<td>Setting for data integration between health information systems</td>
<td>Settings</td>
</tr>
</tbody>
</table>

Based on these findings, a system is needed that can act as a connector between healthcare systems and provide information related to patient’s health history records. This health history includes the personal information of the patient and the medical record history compiled from several storage sources in healthcare services, commonly referred to as the Patient Health Record (PHR).

PHR ensures the availability of information and can be easily accessed anytime and anywhere when needed, including through gadgets [23]. It also considers various aspects related to the legality of medical record access, as stated in Article 47 of the Medical Practice Law [10], which indicates that medical records are owned by doctors, dentists, or healthcare facilities. Meanwhile, the contents belong to the patient and must kept confidential by the doctor or healthcare service. PHR is a detailed medical model and dashboard for patients to set access permissions and control health records in one place [23]. In addition to maintaining patient privacy, access control must also adhere to applicable laws.

There are four roles with distinct functions for the system: the patient, the family, the doctor, and the operator.

As regulated in Article 52 of the Medical Practice Law [10], patients have the right to receive a complete
explanation of the medical actions provided, including access to their medical records. Furthermore, regarding access authority, as stated in Article 12 paragraph (4) of the Minister of Health Regulation number 269 year 2008 regarding Medical Records [11], a summary of the medical records can be provided, recorded, or copied by the patient or a person authorized by the patient or with the patient or family’s written consent. Therefore, besides viewing medical records, patients can also manage the content of the medical records that can be shared and with whom it can be shared.

In principle, the right to give consent and refusal belongs to the concerned patient. However, in conditions where the patient is under guardianship, consent or refusal of medical actions can be made by the closest family members such as spouse, biological parents, children, or siblings. It refers to Article 45, paragraph (1) of the Medical Practice Law [10]. Thus, the family can record or copy the medical records in such conditions. Therefore, besides acting as a patient, a user can also act as a patient’s family member. When acting as a patient’s family, the user can view the patient’s medical records according to the given access and then show the medical record access to the doctor as a barcode.

Subsequently, doctors can scan the barcode to view the patient’s visit history and medical records. All-access history by doctors is displayed in a report format on the patient’s dashboard. Meanwhile, EHR compiles medical records from various health IT sources through API endpoint configuration. Therefore, operators in each healthcare service play a role in configuring the API system for each health IT, which are then referred to as clients of the PHR and vice versa.

These four access levels will form the basis for developing user authorization settings using the Role-Based Access Control (RBAC) method.

The PHR application prototype, developed for mobile use, was subsequently named Medical Object Identifier (Med-OID).

Indonesia has successfully implemented the integration of health data through an application platform, one of which is the PHR Mobile JKN application. However, some features have not yet been included in this app, such as access to medical records for family representatives. To address the problem, a prototype of the PHR application, namely Medical Object Identifier (Med-OID), has been developed. It aimed to overcome the shortcoming by designing role-based access using QR codes that can be shared by patients with doctors and family. This feature is crucial, especially during emergency situations where the family representative is needed to make decisions. Furthermore, the decision should be based on the patient’s health history. Therefore, the access granted to the family representative is essential.

The One Health Data architecture that was developed adopts a Central Repository System model. However, it has a disadvantage in that it requires expensive data center infrastructure. Therefore, Med-OID is exploring the potential for interoperability with an independent repository system approach. In this approach, the health history data remains stored at each healthcare service but can be accessed when needed by users who have already been granted access. Figure 4 provides a simple illustration of the proposed model.

The users of the Med-OID application include patients, doctors, patient families, and operators. Patients and their families are general users who gain access to features such as updating personal data, health history, and referrals. As general users, doctors have access to features similar to patients, with additional access to search for patient information and medical records. Meanwhile, operator users can access services like patients with additional access to patient registration, visit history, and API configuration for Health Information Systems (HIS). Patients and doctors can use the system directly through the Med-OID website, mobile app, or HIS, which utilizes the Med-OID API. The Med-OID API used by HIS is intended to supply data to Med-OID, such as user registration and patient visit history. The second function is to supply data to HIS to obtain various information such as patient identity, visit history, and detailed medical record history. The details of the designed business process correspond to the flow diagram in Figure 5.

After the scenarios and user flows have been well mapped, the next step is identifying the key features required in the PHR application. One of the references for developing this PHR prototype is based on the Patient Care Coordination (PCC) domain of Integrating the Healthcare Enterprise (IHE) [24]. The data exchange authentication mechanism also refers to the Patient Identifier Cross-Reference Manager using a data-sharing architecture with middleware as a RESTful API [25].

There are three key features in the developed prototype: (1) the Patient Identifier Cross Reference, (2) the Exchange of Personal Health Record (XPHR), and (3) Emergency Department Referral (EDR). Through the Patient Identifier Cross-Reference feature, the system
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can identify and map the data sources of patient medical records. The XPHR provides for exchanging health record information used by patients across systems used by other healthcare providers based on the mapped patient profile. Meanwhile, the EDR supports the creation of patient referrals, including examinations conducted, past medical history, and medications prescribed. Thus, upon arrival at the Emergency Department (ED), the patient is identified as a referral and immediately given further treatment.

The features ensure accurate linking and efficient communication of health records across various medical systems and enhance interoperability, which shows its function as middleware. This integration is crucial for maintaining data consistency, supporting real-time information exchange, and facilitating swift emergency referrals, thereby significantly improving the quality of healthcare delivery and patient safety. As middleware, it acts as a vital conduit that connects disparate healthcare technologies, streamlining processes and ensuring compliance with industry standards. Figure 6 provides a general overview of the system’s functional requirements.

In addition to being reliable, the developed application must prioritize patient interests by considering information security. Therefore, the system requirements must be met, including middleware functionality, availability, privacy, security, efficiency, and scalability. The middleware functionality should solely connect patients and their healthcare visit history without storing any medical records [7]. Patients should be able to manage access to their medical records by doctors and family members. All shared information must be encrypted end-to-end to ensure data protection and should be accessible whenever they are required.

Besides utilizing existing infrastructure, the PHR should not duplicate medical records but instead use them collaboratively. This approach can significantly enhance the efficiency of storage media costs. Furthermore, the middleware is designed with a relatively straightforward workflow, making it easy for Health Information System (HIS) Operators to configure data access settings.

The explanation of the use case described in Figure 6 is provided in Table 2.

<table>
<thead>
<tr>
<th>Table 2 Use Case Description</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Use Case Name</strong></td>
</tr>
<tr>
<td><strong>Description</strong></td>
</tr>
<tr>
<td><strong>Actors</strong></td>
</tr>
<tr>
<td><strong>Preconditions</strong></td>
</tr>
<tr>
<td><strong>Normal Flow</strong></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td><strong>Alternative Flow</strong></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td><strong>Post Condition</strong></td>
</tr>
<tr>
<td></td>
</tr>
</tbody>
</table>
Information security and patient privacy must be a primary concern in developing PHR, especially in sharing sensitive patient information across cloud-based healthcare services. The storage of visit history and the exchange of medical record details should employ end-to-end encryption. All attribute values
displayed on the user interface must undergo a decryption process on the front-end side using a secretKey that the Health Information System operator has previously set at each connected healthcare service. This study utilizes Unified Modeling Language (UML) as a guideline in designing the prototype. UML aids in identifying the requirements and the scope of features in the application, which are illustrated through visual models. Two of the most famous and essential diagrams are the Activity Diagram and the Sequence Diagram. [26], Figure 3 illustrates the flow diagram of patient Barcode Scanning as one of the core values of PHR. The activity diagram is created following the workflow shown in Figure 7.

Med-OID development has three phases: the back-end development phase, the encryption phase, and the front-end phase.

The back-end development phase begins with the database design using MySQL and MongoDB as the Database Management Systems (DBMS). The next step involves preparing the website using the Laravel framework as the main business logic of the system. The back-end development consists of several main modules, including the development of middleware, the RBAC module, the Patient Identifier Cross Reference, and the authentication module.

Middleware plays a crucial role as a communication interface between Med-OID as the server and the Endpoints installed in each Health Information System (HIS) as the clients. Middleware also serves as a connector between front-end applications and the back-end. The endpoints provided through the API include (1) POST for patient registration, where patient registration can be conducted through the HIS; (2) POST for visit history data, where this data aims to register the patient’s visit history including the Epid ID, Citizen ID number, medical record number, and visit date; and (3) Request for visit history (XPHR) based on the patient’s Citizen ID number, intended to handle data requests from the front-end or third-party applications regarding visit history details, patient identity details, and medical record details.

The middleware is developed using Laravel’s API library and Auth Sanctum for API authentication using the JWT (JSON Web Token) concept. Therefore, all data exchange services, whether from or to the agent, must utilize JWT authentication. Data exchange between the back-end and front-end, including inter-service exchanges, uses JSON Data. JSON was chosen for several reasons: it is lighter than other data exchange formats, easier to implement, and independent of the user interface.

The RBAC is pivotal in managing user access to application features. The RBAC development unfolds in three stages, as depicted in Figure 8, beginning with determining roles and permissions. The second stage involves defining the context-policy repository to map the user’s access repository. The third stage is the development of access control, which patients can configure. Access control extends beyond managing content, location, and time access; it also includes mechanisms for access delegation. Access delegation emerges as a critical policy, especially in emergencies.

Figure 8. The RBAC Phase

The amalgamation of patient data from various healthcare services presents the potential for data inconsistency, necessitating a master data reference for patient identities. This module will serve as the master patient data, handling user registration independently by operators. It also stores and identifies patient visit histories from each connected medical record service. The visit history data compiled from these Health Information Systems will then serve as a reference for the middleware to facilitate data exchange with the connected medical record services.

User management is a critical feature in data exchange between applications. The system must provide a secure data exchange service that aligns with the authorization granted to specific resources while safeguarding against unauthorized access attempts. Modern applications, typically developed following the frontend-backend programming paradigm, rely heavily on access provided through APIs, including API access granted to third-party systems. Therefore, protecting APIs from unauthorized access and other forms of misuse is crucial. JSON Web Tokens (JWT) manage access authentication from Med-OID to client APIs. JWT, a classic RESTful token with a straightforward workflow, is suitable for communication through RESTful APIs, offering the ease of implementation [27]. The authentication sequence diagram using JWT is succinctly illustrated in Figure 9.

At this stage, Med-OID, acting as a client, requests detailed medical record data of patients from the Endpoint Server. The Endpoint Server is an API prepared by the Health Information System (HIS), previously registered in the Patient Identifier Cross-Reference module by the operator. This module comprehensively stores endpoints to handle requests for detailed medical records and patient identity details, as well as an initial JWT token that is subsequently included in the header of each data request from Med-OID.

The next phase involves the implementation of end-to-end encryption at the agent’s endpoint as both client and data provider. End-to-end encryption ensures secure communication and prevents third parties from accessing data during its transfer from one system or device to another. The chosen encryption method is symmetric cryptography Rivest Cipher 4 (RC4). The RC4 algorithm is selected for its effectiveness and sufficient security for implementation [28]. Encryption
is implemented by sending medical record data to the agent’s endpoint server using a patient’s secretKey, resulting in the transmitted information being in ciphertext. This information must then be translated through a decryption process using the same algorithm and key at the agent’s endpoint server.

The final phase is front-end development. This phase begins with developing the User Interface (UI) on the client side. A website based on a Single Page Application (SPA) is developed using Vue.js. Websites developed with SPA do not require page reloads; thus, they have low bandwidth consumption and fast navigation [29]. Subsequently, mobile application development employs the Flutter framework with a Model–View–View-Model (MVVM) architecture. Flutter, a cross-platform widget-based app [30], is known for its efficiency and ease in developing high-performance mobile applications [31], [32]. Supported by Google with high standardization and security [30], [32], [33], Flutter ensures neat syntax and SDK consistency. Besides facilitating developer collaboration, the MVVM model also prevents code duplication in related functions, and the separation of logic function and UI speeds up the application testing process [34]. Figure 10 illustrates the data exchange architecture between the front-end and back-end, including between systems related to using Med-OID services.
The testing of the PHR application is conducted in two stages: Back-end and front-end app testing. Back-end testing uses black box testing with Postman to determine the success of the features implemented in the communication between Med-OID and the Health Information System (HIS). The results of the black box testing with sample testing can be seen in Table 3.

<table>
<thead>
<tr>
<th>Task</th>
<th>Result</th>
<th>Conclusion</th>
</tr>
</thead>
<tbody>
<tr>
<td>POST client visit history</td>
<td>The visit history data is stored, and the server provides a 201 response.</td>
<td>Success</td>
</tr>
<tr>
<td>Retrieve medical records for the client.</td>
<td>The client API responds in the form of encrypted medical record data.</td>
<td>Success</td>
</tr>
<tr>
<td>Medical record data description</td>
<td>The system can decrypt the medical record data using the agent’s secretKey.</td>
<td>Success</td>
</tr>
<tr>
<td>GET medical details of medical records with an expired token</td>
<td>Client API sent a 401 response</td>
<td>Success</td>
</tr>
</tbody>
</table>

Based on the testing results, all features related to the API between Med-OID and the client API functioned well according to the designed workflow. Subsequent testing was conducted on the front-end Apps side. The initial test employed whitebox testing using Dartdev Tools. Dart DevTools is a suite of debugging and performance analysis tools for Dart and Flutter. It provides insights into the behavior of Flutter and Dart code during runtime, which can be valuable for white-box testing. The testing concentrated on performance profiling as well as debugging and inspection. Performance Profiling focused on UI threads and Raster threads. The UI measurement pertains to the time the Dart Virtual Machine requires to render a 60 FPS UI. Meanwhile, Raster measurement relates to the time the graphic processing unit (GPU) needs to render a 60 FPS UI.

Each frame must be rendered in less than 16ms to achieve an optimal performance of 60fps [35]. Frames taking longer than 16ms are categorized as janky. Performance testing is conducted based on the test cases prepared according to the User Scenario Overview in Figure 3. Testing is performed 20 times to find the average performance for each feature. Referring to Table 4, the UI threads for the register, login, and update profile features fall into the janky category. Therefore, each feature’s average frame rendering rate has not reached 60fps. Several improvements in the Flutter code are necessary to reduce janky frames, including reducing the size of image files and animations and minimizing the widget stack.

<table>
<thead>
<tr>
<th>Fitur</th>
<th>AVG UI (ms)</th>
<th>AVG Raster (ms)</th>
<th>AVG FPS</th>
</tr>
</thead>
<tbody>
<tr>
<td>Login</td>
<td>17</td>
<td>7.6</td>
<td>20</td>
</tr>
<tr>
<td>Create Barcode</td>
<td>17</td>
<td>7</td>
<td>25</td>
</tr>
<tr>
<td>Scan Barcode Patient Detail</td>
<td>17.0</td>
<td>16.1</td>
<td>55</td>
</tr>
<tr>
<td>PHR</td>
<td>42</td>
<td>11.5</td>
<td>56</td>
</tr>
<tr>
<td>MDR Detail</td>
<td>40</td>
<td>11</td>
<td>34</td>
</tr>
</tbody>
</table>

Figure 11. The Testing Scenario
Blackbox testing was conducted to assess the success of the developed application features. The testing ensured the application operated according to the planned scenarios and system design. The outline of the application testing scenario consists of five key phases. First, the patients share access to their medical records with family members. Second, the family members receive access to medical records. Third, a list of validated family members gains access to view patient details and medical records, allowing them to display the patient’s barcode. Fourth, doctors or paramedics can scan the barcode to display patient details, examination history, and examination details. Last, the history and examination details data are sourced from each healthcare facility’s data, accessed via APIs previously registered by each health facility’s operator through a SPA-based web platform, following the previously designed architecture as seen in Figure 11.

3.2 Discussions

The Personal Health Record (PHR) application has been operating in accordance with the scenario; however, there are several notable observations, especially when involving third-party systems to display medical record details. This feature heavily depends on the health information system (HIS) at each healthcare facility in terms of access speed and data availability. Therefore, it is considered necessary to utilize local storage media on each patient’s device to store the history of information access. Thus, information that has already been accessed does not need to be retrieved through the API again.

The level of readiness for technology adoption also varies across healthcare services. Some hospitals have been using desktop-based Hospital Information Management Systems (HIMS) developed by third parties. This situation could become a barrier if a new feature must be adopted and implemented in the HIMS, especially if the development contract has expired. Therefore, the next solution is to develop a specific middleware to directly handle communication from the Health Information System into the database.

A major issue in the data-sharing process relates to patient data privacy and security. In this work, a security scheme for transmitted data has been implemented. More in-depth analysis is still required to ensure the security of data-in-transit and data-at-rest, including data retention on the recipient’s device, if any. Regulations related to the government’s enforcing the protection of personal data must also be seriously considered for further development. Data security and patient privacy awareness training have become necessary for the involved parties.

Potential issues for the implementation of digital-based healthcare service systems were also found in the research process. First, limited resources will pose a challenge in developing similar systems. Undoubtedly, reliable resources are needed to operate and maintain this data-sharing platform. Second, ensuring patients understand and consent to their shared data becomes crucial. Building and maintaining trust that the data will be shared among the involved institutions poses a significant challenge.

4. Conclusions

In this work, a prototype of a patient health record application named Med-OID, designed to integrate medical records across various healthcare services, has been developed. The prototype demonstrates effective information transmission between systems, emphasizing the importance of data security, patient privacy, and the legal aspects of medical record access. The prototype evaluation has shown that the developed system is able to deliver the proper information transmission. Whitebox testing delivers the average frame rendering rate of up to 56 fps, and blackbox testing has shown 100% of successful results in the given task. Both testing methods were employed to evaluate the prototype’s effectiveness and identify areas for improvement. The work has been successful and underscores the potential of technology to enhance personalized medicine and healthcare coordination through improved data sharing and interoperability.
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