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Abstract  

This research delves into the critical aspects of information security during the implementation stage of the Software 

Development Life Cycle (SDLC). Using a systematic review of the literature, the study synthesizes the findings of various digital 

repositories, including IEEE Xplore, ACM Digital Library, Scopus, and ScienceDirect, to outline a comprehensive framework 

that addresses the unique security challenges of the implementation stage. This research contributes to the field by proposing 

a novel assurance model for software development vendors, focusing on improving information security measures during the 

implementation stage. The study's findings reveal 12 key steps organizations can adopt to mitigate security risks and improve 

information security measures during this critical phase. These steps provide actionable insights and strategies designed to 

support security protocols effectively. The paper concludes that by incorporating these steps, organizations can significantly 

improve their security posture, ensuring the integrity and reliability of the software development process, particularly during 

the implementation stage. This approach not only addresses immediate security concerns but also sets a precedent for future 

research and practice in secure software development, particularly in the critical implementation stage of the SDLC.  
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1. Introduction 

Numerous academic works have been published to 

address information security within the system 

development life cycle (SDLC), encompassing a broad 

spectrum of phases. The demand for security in 

software development has led to the establishment of 

what is known as the Secure Software Development 

Life Cycle (SSDLC) [1]. The SSDLC places a strong 

emphasis on integrating security throughout the entire 

Software Development Life Cycle. The importance of 

this research lies in its focused examination of 

information security at the SDLC implementation stage 

[2]. This stage, often overlooked, is critical to ensuring 

the overall security of software systems [3].  

Achieving secure software is a challenging undertaking, 

and research has shown that improving software 

development processes can effectively reduce the 

prevalence of vulnerabilities. However, the SSDLC 

process encompasses a multitude of security practices 

and activities aimed at achieving security objectives. 

The proper adoption of these activities to improve 

software security represents a critical concern [4]. The 

benefits of this research to scientific improvement are 

multifold. Provides a nuanced understanding of 

implementation-stage security practices, proposes a 

novel assurance model for software development 

vendors, and offers actionable steps and insights to 

mitigate information security concerns. This 

comprehensive approach seeks to augment the existing 

body of knowledge and contribute robust strategies for 

future developments in secure software practices [1], 

[3], [5], [6]. 

This paper specifically focuses on the aspect of 

information security during the implementation stage of 

the System Development Life Cycle (SDLC). The 

implementation stage of the Software Development 
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Life Cycle (SDLC) is a critical phase in which 

information security plays a crucial role in ensuring the 

success of subsequent stages and protecting sensitive 

data [1]. Addressing the criticality of this stage is 

paramount, as it directly influences the robustness and 

reliability of software systems. By identifying and 

mitigating risks at this point, research contributes 

significantly to the broader field of information security 

and offers a template for improving practices in various 

development environments [7], [8].  

Addressing vulnerabilities and ensuring information 

security during implementation can be challenging, as 

they often stem from user behavior rather than technical 

deficiencies within software [9]. Previous research has 

explored various factors that encompass both technical 

and social perspectives to achieve a secure software 

system [1]-[3], [5], [6], [9]-[18]. 

 SDLC is a structured framework used by organizations 

to plan, design, implement, test, deploy, and maintain 

software systems, as presented in Figure 1. SDLC is 

comprised of several distinct phases, each serving a 

specific purpose. One of the fundamental phases of the 

SDLC is the implementation stage. The implementation 

stage is the phase in which the system is installed and 

deployed in its intended business environment.  

This includes activities such as user training, hardware 

and software installation, and integration of the system 

into daily operational processes. During this phase, the 

performance of the system is closely monitored and 

compared to the performance objectives set during the 

planning phase. This stage continues until the system is 

fully operational and aligns with the defined user 

requirements [19], [20]. 

 

Figure 1. System Development Life Cycle (SDLC) 

Addressing this stage is of paramount importance 

because the success of implementation is intricately tied 

to the subsequent maintenance and protection of 

information. In reality, many instances of information 

leakage and security breaches are identified during this 

phase. For example, the implementation stage may 

involve resolving issues such as the management of 

scattered paper records by implementing a more 

centralized and organized digital system to improve 

data management [20].  

Additionally, it may involve measures to prevent and 

detect the presence of viruses on flash drives used for 

data transfer, as well as procedures to ensure data 

integrity and prevent data duplication [21], [22]. These 

proactive steps are instrumental in ensuring that the 

system not only meets user requirements, but also offers 

a more efficient and reliable means of managing 

information [23]. 

The novelty of this research lies in its systematic 

literature review approach, which gathers data from 

multiple digital repositories such as IEEE Xplore, ACM 

Digital Library, Scopus, and ScienceDirect. The general 

objective of the study is to provide a comprehensive 

overview of existing research on software security and 

identify knowledge gaps [1]. This research also aims to 

contribute to the field by proposing a novel assurance 

model for software development providers, which 

focuses on improving information security measures 

during the implementation stage [11]. By comparing its 

findings with existing research, this study offers 

valuable insights and recommendations to improve 

information security practices during this critical phase 

of SDLC [6]. 

Research uses a problem analysis method using the 

"5W1H" framework [24]. This method serves as a 

structured guide that features a set of essential questions 

to facilitate information gathering and problem 

resolution. These questions include: Why is the 

preservation of information security crucial during the 

implementation stage of the SDLC process? Where 

within the SDLC implementation stage are the specific 

areas that demand information security protection? 

When is the need for information security established 

and executed during the implementation stage of the 

SDLC process? Who plays a role in maintaining 

information security during the implementation stage of 

the SDLC process? What measures are required to 

protect information security at the implementation stage 

of the SDLC process? How can information security be 

effectively ensured during the implementation stage of 

the SDLC process? From these inquiries, the researcher 

has formulated the following central research question: 

"What are the actionable steps that can be taken to 

mitigate information security concerns during the 

implementation stage, ultimately contributing to the 

achievement of a successful implementation?" 

2. Research Methods 

A systematic review of the literature (SLR) constitutes 

a method for the synthesis and concise summarization 

of findings derived from existing research on a specific 

topic or research question. It embodies a systematic and 

transparent approach to the identification, assessment, 

and amalgamation of available evidence relevant to a 

given research inquiry or subject matter. The primary 

aim of an SLR is to provide a comprehensive overview 

of the prevailing body of knowledge concerning a 

particular topic while also pinpointing areas within the 

existing research that warrant exploration in subsequent 
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studies. According to Kitchenham [25], the process of 

performing an SLR typically includes three main 

phases, as delineated in Table 1. 

Table 1. Phases of SLR 

Phase Stages 

Planning Identification of need 

Specifying research question(s) 

Developing review protocol 
Conducting Selection of primary studies  

Data extraction and monitoring 

Data Synthesis 
Reporting Specifying Dissemination Mechanism 

Formatting the main report 

Evaluating the report 
Documenting 

The discussion is about the basic explanation, 

relationship, and generalization shown by the results. 

The description answers a research question. If there are 

dubious results, then show them objectively.  

2.1. Planning 

Planning involves several critical components. First, it 

involves defining the research question or topic of 

interest and subsequently establishing the inclusion and 

exclusion criteria for the studies to be included in the 

review. At the same time, it requires the development 

of a meticulous search strategy to effectively identify 

relevant studies [25]. 

Identification of Need: The initial step in planning a 

research study revolves around identifying the need for 

research. This includes the recognition of a gap within 

the current body of knowledge or understanding [26]. It 

signifies the determination that further research is 

indispensable to effectively address this gap. 

Specifying Research Question(s): Once the need for 

research is discerned, the subsequent step involves the 

precise specification of the research question(s) that the 

study seeks to resolve. These questions must be sharply 

focused, explicitly defined, and intimately informed by 

the identified knowledge or understanding gap [25], 

[27]. 

Developing Review Protocol: After the research 

question(s) are meticulously delineated, the subsequent 

phase involves the formulation of a comprehensive 

review protocol. This protocol meticulously describes 

the strategic steps that will guide the research process 

[28]. It should encompass a detailed blueprint for data 

collection and analysis, coupled with a well-structured 

timeline that governs the completion of various research 

stages.  

Furthermore, the review protocol should include a 

robust strategy to spread the research results, potentially 

through avenues such as publication in scientific 

journals or presentation at conferences. 

2.2. Data Source 

This research employs an automated search technique 

to systematically gather data from multiple digital 

repositories. The use of automated search techniques is 

a common practice among researchers when collecting 

data from online sources, as it offers greater efficiency 

and completeness when searching for relevant literature 

[29]. 

The construction of the search string used in the 

automated search process is of paramount importance. 

It must be meticulously designed to ensure the 

identification of the most relevant literature. 

Furthermore, the selection of repositories for search is 

contingent on their relevance to the research topic and 

the quality of the information they house. It is essential 

to rigorously assess the information sources to 

determine their reliability and relevance to the ongoing 

research effort [30].  

The following digital sources have been chosen for this 

study: IEEE Xplore (IEEE) = 38, ACM Digital Library 

(ACM) = 44 papers, Scopus (Scopus) = 4, 

ScienceDirect (SD) = 0. These repositories have been 

selected based on their alignment with the research 

topic and their proven quality in containing pertinent 

information. 

2.3. Search String 

Search strings were generated using keywords derived 

from research questions and existing literature [10]. 

This study used Boolean “OR” and “AND” operators to 

concatenate the keywords into search strings. The 

following string was used to scan the digital 

repositories: ("implementation" AND ("phase" OR 

"stage")) AND "information security" AND ("SDLC" 

OR "System Development Life Cycle"). Our data 

inclusion criteria align with the parameters established 

by previous researchers.  To determine data exclusion, 

we adhered to guidelines based on established criteria 

from previous research. These conditions are shown in 

Table 2. 

Table 2. Criteria for Inclusion and Exclusion Data 

Inclusion Criteria Exclusion Criteria 

Articles written in 
English. 

Papers not written in English. 

Papers published 

between 2012 and 2023. 

Duplicate papers were excluded. 

Articles related to the 

domain of software 

engineering. 

Papers that lack detailed descriptions 

of software security risks in software 

development. 
The articles must provide 

at least one risk or 

practice relevant to the 
software development 

process, specifically the 

coding phase. 

Papers that do not address software 

risks in software development and 

are not relevant to the research 
questions. 

The articles were peer-

reviewed in conferences 

and journals. 

Publications that are not peer 

reviewed and do not constitute 

complete books, abstracts, editorials, 
or letters. 

These stringent inclusion and exclusion criteria were 

diligently applied to ensure data selection that aligns 

closely with research objectives and quality standards. 
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2.4. Conducting 

The conducting phase, as described by Kitchenham et 

al. [25], encompasses active search and identification of 

pertinent research studies, critical evaluation of their 

quality and relevance, and systematic extraction of data 

that are of significance for research. Furthermore, Khan 

et al. [26] provide information on identifying relevant 

studies in software engineering, which is essential for a 

comprehensive research process. 

The research articles identified during the selection of 

the primary study underwent a meticulous refinement 

process using the Tollgate approach presented by 

Mousa et al. [28]. Table 3 outlines this approach, which 

is structured into three pivotal phases. 

Phase 1 (Ph-1): In this initial phase, the quest involves 

finding relevant articles through the application of well-

defined search terms. 

Phase 2 (Ph-2): The subsequent phase involves a 

meticulous evaluation of articles based on criteria such 

as title, abstract, and keywords, allowing the inclusion 

of articles that meet the predefined criteria while 

excluding those that do not. 

Phase 3 (Ph-3): In this conclusive phase, the inclusion 

and exclusion process is further refined, this time based 

on a comprehensive examination of the full-text 

content. It culminates in the definitive selection of 

primary studies that are to be included in the systematic 

review of the literature (SLR). 

Table 3. Selection of articles using the tollgate approach 

Database Ph-1 Ph-2 Ph-3 

IEEE i=38; e=0 i=34; e=4 i=31; e=3 

ACM i=44; e=0 i=38; e=6 i=33; e=5 
Scopus i=4; e=0 i=4; e=0 i=3; e=1 

SD i=0; e=0 i=0; e=0 i=0; e=0 

Total i=86; e=0 i=76; e=10 i=67; e=9 

Legend: i = included papers; e = excluded papers. 

2.5. Reporting 

The reporting phase, as described by Kitchenham et al. 

[25], constitutes the culmination of the systematic 

literature review process. During this phase, the data 

gleaned from the selected studies are synthesized and 

meticulously presented clearly and concisely. This 

presentation includes a detailed exploration of the 

review findings, including a discussion of their 

implications. Furthermore, this phase may also provide 

recommendations for future research endeavors based 

on the insights derived from the review. 

In essence, the overarching objective of a systematic 

literature review (SLR) is to provide a comprehensive 

and contemporaneous overview of the existing body of 

research on a specific topic. Simultaneously, it aims to 

pinpoint the gaps in the current knowledge landscape, 

thus paving the way for prospective studies that can 

further contribute to the advancement of understanding 

within the field [27]. 

2.6. Comparison Studies 

The methodology employed in this study is grounded in 

an extensive review of the literature. The research was 

carried out through a structured sequence of phases, 

described as follows. 

Software security is of great importance. Often, security 

considerations are postponed until after the software has 

been fully developed, with minimal attention given to 

security in the early stages of the software development 

life cycle (SDLC). Regrettably, there is currently no 

established methodology for quantifying the security of 

SDLC artifacts when security is integrated from the 

very beginning of the software development process. 

Assessment of the security levels for SDLC artifacts in 

each stage of software development requires a 

quantifiable approach. To mitigate vulnerabilities and 

improve security within software applications, the 

allocation of resources is imperative. Quantification 

plays a pivotal role in aiding software developers in this 

endeavor.  

In a recent series of articles [31]-[37], a methodology is 

presented that leverages vulnerability events to 

calculate a vulnerability index and combines this with 

an assessment of the potential damage attributable to 

these vulnerabilities to determine a comprehensive 

security index. This approach provides valuable 

information on the security landscape, offering a 

foundation on which software developers can make 

informed decisions to improve security throughout the 

development process. 

The comparative study presented in the articles [8], 

[22], [38]- [58] serves as a valuable guide for software 

developers in selecting specific methodologies for 

building secure software applications. In this study, we 

conduct a thorough comparison and contrast of various 

development processes, focusing on key characteristics 

essential to an effective secure software development 

process.  

In addition, this paper conducts an in-depth analysis of 

the desirable attributes associated with security 

specification languages. Furthermore, to obtain 

complete security requirements, identification of 

activities within the security requirements engineering 

process is imperative. On the basis of this foundation, 

the research compares the engineering processes of 

various security requirements methodologies. The 

analysis reveals that certain desired properties, critical 

to many secure software requirements engineering 

methods, are absent from some of the methodologies 

under examination. 

The objective of the research articles [59], [60], [61], 

[62], [26], [63], [64], [65], [66], [67], [68] was to 

comprehensively assess the landscape of secure 

software development through the implementation of a 

systematic mapping study (SMS). This SMS included 

the identification of pertinent literature based on 

rigorous inclusion and exclusion criteria, the extraction 
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of pertinent data from these sources, and the subsequent 

classification of these articles using various criteria. 

These criteria included considerations such as quality 

assessment, software security methodologies, software 

development life cycle (SDLC) phases, publication 

venues, and SWOT analysis (Strengths, Weaknesses, 

Opportunities, and Threats) analysis.  

This comprehensive study sheds light on a compelling 

landscape – one that calls for intensive research in the 

field of Secure Software Development (SSD) [59], [60], 

[61], [62], [26], [63], [64], [65]. In particular, research 

reveals a dearth of empirically validated solutions, 

indicating a substantial gap between theoretical security 

measures and their application and validation in real-

world scenarios [66], [67], [68].  

This gap underscores the dynamic nature of secure 

software engineering, where advances in theory and 

practice must continuously adapt to the evolving 

landscape of threats and technological advancements 

[65]. Consequently, the study findings highlight the 

urgent need for continuous refinement of security 

measures and strategies, advocating a more empirical 

approach to validate and refine these methods in 

practical contexts [69]. 

In essence, the call for further research, as illuminated 

by this study, transcends mere academic pursuit. It 

represents a critical imperative for both industry and 

academia to prioritize the empirical validation of 

security methodologies [60], [61] [62] [26] [63] [64] 

[65] [66] [67]. By embracing this approach, we can 

ensure that theoretical models and strategies are not 

only conceptually sound but also demonstrably 

effective in practice, ultimately paving the way for the 

development of robust and resilient secure software 

systems [65]. 

Software vulnerabilities can emanate from diverse 

sources, encompassing technical flaws within the 

software's design or implementation, as well as insecure 

practices exhibited by users. User-side vulnerabilities 

arise when users fail to adhere to established security 

protocols and practices. Addressing these 

vulnerabilities can be challenging, as they often stem 

from user behavior rather than inherent technical 

deficiencies within the software.  

In articles [1]-[3], [5], [6], [9]-[18], a comprehensive 

exploration is carried out to elucidate the multifaceted 

factors that encompass both technical and social 

perspectives. These factors are crucial considerations in 

achieving a secure software system, necessitating a 

delicate equilibrium between technical fortifications 

and user-centered security measures. 

Prioritizing security within the design phase of the 

software development life cycle (SDLC) is of 

paramount importance for software development 

organizations. To facilitate this crucial emphasis on 

security, a Secure Software Design Maturity Model 

(SSDMM) has been developed. This model serves as an 

invaluable tool for evaluating and enhancing an 

organization's security practices throughout the design 

phase of the SDLC.  SSDMM functions as a 

comprehensive framework, allowing organizations to 

assess their maturity levels with respect to secure design 

practices, as outlined in articles [23], [69], [70], [71]. 

By employing this model, software development 

organizations can systematically advance their security 

posture and ensure the integration of robust security 

measures during the design phase of their software 

development processes. 

Cloud computing has emerged as a widely preferred 

platform for fostering innovative applications, but it is 

not immune to inherent risks and vulnerabilities 

throughout its life cycle. In response to these 

challenges, it becomes imperative to establish a 

comprehensive framework for self-governing cloud 

security, one that spans all phases of the SDLC. This 

framework, aptly named the Cloud Secure Software 

Development Life Cycle (Cloud SSDLC), seamlessly 

incorporates essential cloud security domains and their 

associated risks into every facet of the SDLC. Within 

the planning phase of Cloud SSDLC, a critical 

undertaking is the identification of security 

requirements and the attendant risks specific to the 

cloud application.  

Subsequently, a comprehensive plan is devised to 

address these identified risks. This may require a 

thorough risk assessment and the identification of 

potential vulnerabilities. Additionally, it involves the 

development of the necessary security controls and 

procedural measures to effectively mitigate these 

identified risks. In its entirety, the cloud SSDLC 

framework serves as an instrumental means to ensure 

that cloud applications are designed and maintained 

with the utmost security in mind, thus diminishing 

susceptibility to vulnerabilities and potential security 

threats, as elaborated in articles[21],  [72]-[75]. 

In several studies, [8], [64], [76] R.A. Khan et al. 

underscored the criticality of security as an integral 

facet of software quality. In recent years, the frequency 

and impact of security attacks have increased 

significantly. Consequently, there is a pressing need for 

new paradigms of software development to create 

inherently secure software [33]. Regrettably, numerous 

organizations still relegate security to an afterthought, 

perpetuating persistent security vulnerabilities. 

Integration of security measures into the Software 

Development Lifecycle (SDLC) has become an urgent 

imperative, with a plethora of methodologies, 

strategies, and models proposed [35].  

However, only a select few of these approaches are 

supported by credible evidence to promote the 

development of genuinely secure software applications 

[43]. Effectively integrating security protocols into the 

SDLC continues to pose a formidable challenge. 
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In a separate investigation [77], conducted by Mazni 

Mohamed Jakeri and Mohd Fadzil Hassan, the pivotal 

role of security in protecting data from unauthorized 

access was underscored. In response to security 

concerns, multiple security frameworks have been 

introduced for the Secure Software Development Life 

Cycle (SSDLC). Secure SDLC is achieved by 

integrating security-related activities into each phase of 

widely employed development methodologies, such as 

the Waterfall or Agile models.  

However, these frameworks often face under-use due to 

factors such as rigidity, complexity, and resource 

intensity [4], [9], [36], [65], [78]. The consensus 

remains that integrating security, particularly during the 

requirements and design phases, represents the most 

effective and cost-effective approach to developing 

secure web applications. The disparities resulting from 

the identification of key variables in previous research 

articles are delineated in Table 4. 

Table 4. Identification Key Variables 

Literature 
Variables 

1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 

[1] ✓ 
    

✓ 
    

✓ 
    

✓ 
   

[9] ✓ 
    

✓ 
    

✓ 
    

✓ 
   

[10] ✓ 
   

✓ 
     

✓ 
    

✓ 
   

[11] ✓ ✓ ✓ ✓ ✓ ✓ 
           

✓ 
 

[3]       
✓ 

   
✓ ✓ 

 
✓ 

     

[14] ✓ 
 

✓ 
 

✓ 
          

✓ 
   

[2] ✓ ✓ ✓ ✓ ✓ ✓ 
      

✓ 
  

✓ 
   

[31] ✓ ✓ ✓ ✓ ✓ ✓ 
             

[33] ✓ ✓ ✓ ✓ ✓ ✓ 
         

✓ 
 

✓ 
 

[34] ✓ ✓ ✓ ✓ ✓ ✓ 
         

✓ 
 

✓ 
 

[35] ✓ ✓ 
          

✓ 
      

[36]  
✓ 

          
✓ 

  
✓ 

   

[38]   
✓ 

        
✓ 

   
✓ 

 
✓ 

 

[39] ✓ ✓ 
          

✓ 
      

[44]       
✓ ✓ ✓ ✓ 

 
✓ 

       

[45]   
✓ 

       
✓ 

      
✓ 

 

[47]   
✓ ✓ 

      
✓ 

        

[34] ✓ 
   

✓ 
      

✓ 
       

[50]         
✓ ✓ ✓ ✓ 

       

[22]    
✓ 

    
✓ ✓ ✓ ✓ 

       

[8] ✓ 
   

✓ 
     

✓ ✓ ✓ ✓ 
 

✓ 
   

[55]         
✓ ✓ ✓ ✓ 

       

[56]         
✓ ✓ ✓ ✓ 

       

[57] ✓ ✓ ✓ ✓ ✓ 
      

✓ 
 

✓ 
     

[59]         
✓ ✓ ✓ 

        

[60] ✓ ✓ ✓ ✓ ✓ ✓ ✓ 
    

✓ 
  

✓ 
 

✓ ✓ 
 

[65]       
✓ ✓ ✓ 

  
✓ 

 
✓ 

     

[66] ✓ 
   

✓ 
 

✓ 
   

✓ ✓ 
 

✓ 
    

✓ 

[68] ✓ 
         

✓ 
 

✓ 
      

[69]  
✓ ✓ ✓ ✓ ✓ 

          
✓ ✓ 

 

                    

Literature 
Variables 

1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 

[78]                   
✓ 

[23]   
✓ 

 
✓ ✓ ✓ ✓ 

   
✓ 

 
✓ 

 
✓ ✓ ✓ ✓ 

[72] ✓ 
 

✓ 
 

✓ ✓ 
     

✓ ✓ 
   

✓ ✓ ✓ 

[74] ✓ 
 

✓ 
 

✓ ✓ 
     

✓ ✓ 
   

✓ ✓ ✓ 

[4] ✓ 
 

✓ 
 

✓ ✓ 
     

✓ 
    

✓ ✓ 
 

[19] ✓ 
 

✓ 
 

✓ ✓ ✓ ✓ 
   

✓ 
 

✓ 
  

✓ ✓ 
 

[20] ✓ 
 

✓ 
 

✓ ✓ 
     

✓ 
    

✓ ✓ 
 

[77]            
✓ 

  
✓ 

   
✓ 

  



Mikael Octavinus Chan, Setiadi Yazid 

Jurnal RESTI (Rekayasa Sistem dan Teknologi Informasi) Vol. 8 No. 1 (2024)  

 

This is an open access article under the CC BY-4.0 license                                                                                 94 

 

This research introduces a novel perspective by 

specifically honing in on the implementation stage 

within the Software Development Life Cycle (SDLC), 

distinguishing itself from previous related studies that 

encompassed all phases of the SDLC [22], [31], [47], 

[57]-[71]. We provide a comprehensive delineation of 

the intricacies involved in executing the SDLC. It 

constitutes an invaluable resource for those seeking to 

enhance the success of their implementation efforts. 

The correlation of the literature, as well as the grouping 

of identified key variables, is illustrated in Table 5, with 

the corresponding references provided in the reference 

list. 

Table 5. Code of Variables 

Variable Description 

1 Security requirements 
2 Security analysis 

3 Security design, Security Architecture, Security 

configuration 
4 Security implementation 

5 Security testing 
6 Security monitoring 

7 Security training 

8 Security tools 
9 Security policies 

10 Security procedures 

11 Security control 
12 Security awareness 

13 Security assurance 

14 Security culture 
15 Security budget, Security cost, Security Investment 

16 Security risk analysis 

17 Security incident response 
18 Security mitigation, Security mechanism 

19 Security measures, Security metrics 

3. Results and Discussions 

This chapter systematically addresses the questions that 

have arisen within the scope of this study, providing 

comprehensive responses. 

3.1. Why is information security protection vital 

during the implementation stage in the SDLC process? 

Ensuring the security of information during the 

implementation stage of the Software Development 

Life Cycle (SDLC) is of paramount importance. This 

phase marks the actual construction and deployment of 

the software, making it a pivotal point for protecting 

against vulnerabilities and weaknesses [38]-[61]. 

Several compelling reasons underscore the importance 

of information security protection at this stage. 

Protection of sensitive data: In cases where software 

handles sensitive data, such as financial or personal 

information, it becomes imperative to secure these data, 

protecting them from unauthorized access or 

manipulation [38]. 

Prevention of vulnerabilities and cyber-attacks: 

Software that lacks robust security measures can 

become susceptible to various forms of cyber threats, 

including malware, ransomware, and other malicious 

attacks [38]-[61]. These threats pose severe risks, 

potentially compromising the software's integrity and 

resulting in repercussions such as data loss or theft. 

Compliance obligations: Many organizations are bound 

by legal and regulatory mandates on information 

security, exemplified by regulations such as the General 

Data Protection Regulation (GDPR) and the Payment 

Card Industry Data Security Standard (PCI DSS) [38]-

[61]. Non-compliance with these regulations can result 

in fines, legal penalties, and substantial reputation 

damage. 

Taking proactive measures to protect information 

security during the implementation stage allows 

organizations to fortify their software security posture, 

adhere to compliance standards, and protect sensitive 

data effectively [38].  

3.2. Where should information security be applied 

within the implementation stages of the SDLC process? 

Within the software development life cycle (SDLC) 

process, the implementation stage encompasses various 

critical aspects that require robust information security 

measures [59] - [75]. These include the following. 

Codebase: The codebase serves as the central repository 

that houses all the source code relevant to a software 

project [62], [72]. Preserving the integrity of the 

codebase is essential to protect against unauthorized 

access or tampering, as such breaches can introduce 

vulnerabilities in the software [73]-[75]. 

Build and Test Environments: Build and test 

environments are integral to compiling, building, and 

rigorously testing software [59], [60]. It is imperative to 

fortify these environments against unauthorized access 

or tampering, as any such compromise could result in 

the injection of vulnerabilities into software [72]-[76]. 

Deployment and Production Environments: 

Deployment and production environments signify the 

arenas where the software is ultimately deployed and 

utilized by end-users. Ensuring the security of these 

environments is paramount to thwart unauthorized 

access or tampering, as any breach could compromise 

both the integrity and security of the software [61], [62], 

[72]-[76].  

Communication and Collaboration Tools: Many 

software development teams rely on communication 

and collaboration tools, including chat and project 

management software, to facilitate project collaboration 

[72]. Protection of these tools against unauthorized 

access or manipulation is crucial to maintaining the 

security of the entire software development process 

[59]- [62], [73]- [76]. 

By diligently protecting these critical components 

within the SDLC process implementation stage, 

organizations can significantly improve the security and 

compliance of their software while also ensuring the 

protection of sensitive data [59]- [71], [72]-[74]. 
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3.3. When is information security essential during the 

SDLC process implementation stage? 

Information security should be an integral consideration 

and practice throughout the software development life 

cycle (SDLC) process, with particular emphasis on the 

implementation stage. This phase marks the active 

construction and deployment of the software, making it 

a pivotal juncture to guarantee the software's security 

while identifying and mitigating vulnerabilities or 

weaknesses. Several key junctures within the 

implementation stage necessitate a steadfast 

commitment to information security [59]-[71]: 

Commencement of the implementation stage: At the 

start of the implementation stage, it is imperative to 

define the security requirements of the software. 

Ensuring that these requirements are fully integrated 

into design and development processes is critical [58],  

[73]. 

During the Coding Process: Throughout the 

development phase, strict adherence to secure coding 

practices is imperative. Detecting and addressing any 

vulnerabilities or weaknesses within the code is 

essential during this stage [27], [61]. 

Throughout Testing: As the software undergoes 

rigorous testing, the inclusion of security testing is 

paramount. This step helps to systematically uncover 

and rectify any vulnerabilities or weaknesses that may 

exist [4], [19]. 

Pre-Deployment: Before deployment, meticulous tests 

should follow to confirm that the software has been 

rigorously evaluated, with all vulnerabilities and 

weaknesses diligently addressed [60], [69]. 

By steadfastly implementing information security 

measures at these pivotal points within the SDLC 

process implementation stage, organizations can 

substantially fortify the security and compliance of their 

software, while simultaneously protecting sensitive 

data [58]. 

3.4. Who participates in protecting information 

security during the implementation stage of the SDLC 

process? 

The protection of information security within the 

implementation stage of the software development life 

cycle (SDLC) process typically requires the 

collaboration of a team consisting of professionals with 

distinct roles and responsibilities. Several key 

individuals who may play pivotal roles in maintaining 

information security during this stage include [59] - 

[62]: 

Software Developers: Software developers assume the 

responsibility of coding and building software. Their 

proficiency should extend to secure coding practices 

and have a deep understanding of the importance of 

integrating security into the software development 

process [78]. 

Quality Assurance (QA) Testers: QA testers are 

charged with the task of meticulously evaluating the 

software to ensure its quality and adherence to the 

specified requirements. Proficiency in security testing 

techniques is imperative, along with greater awareness 

of the importance of identifying and rectifying 

vulnerabilities or weaknesses in software [23]. 

Information Security Professionals: Information 

security experts, including security analysts or security 

engineers, may contribute by reviewing the software for 

vulnerabilities and weaknesses. They are instrumental 

in the development and implementation of security 

measures designed to protect software [70]. 

Project Managers: Project managers have the 

responsibility of overseeing the entire software 

development process, ensuring its timely completion 

and adherence to budget constraints. They should also 

recognize the paramount importance of integrating 

security measures into the process and take measures to 

ensure that all team members are well versed in their 

security responsibilities [71]. 

Through collaborative efforts, these professionals can 

effectively fortify the security and compliance of the 

software, ultimately protecting sensitive data 

throughout the SDLC process implementation stage 

[70]. 

3.5. What is required to protect information security 

during the implementation stage of the SDLC process? 

To maintain information security during the 

implementation stage of the software development life 

cycle (SDLC) process, several imperative measures 

must be diligently embraced [31]-[37]: 

Secure coding practices: Ensuring that software 

developers are well versed in secure coding practices is 

fundamental. They must adhere to industry best 

practices when developing software, thus avoiding the 

introduction of vulnerabilities or weaknesses into the 

software architecture [35]. 

Security testing: Integrating comprehensive security 

testing is paramount within the testing process. Security 

testing encompasses techniques such as vulnerability 

detection, penetration testing, and code review. These 

practices are essential for the identification and 

subsequent mitigation of vulnerabilities or weaknesses 

within the software [36]. 

Secure development environment: The development 

environment itself must be fortified against 

unauthorized access or manipulation. This may involve 

the implementation of strict access controls, 

strengthened network security protocols, and robust 

data encryption mechanisms [33]. 

Secure deployment and production environments: 

Similarly, to the development environment, the 

deployment and production environments must also be 

secured to prevent unauthorized access or tampering. 

This requires the enforcement of robust access controls, 
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comprehensive network security measures, and vigilant 

data encryption practices [37]. 

By implementing these measures firmly, organizations 

can actively ensure that their software remains securely 

anchored, in compliance with relevant standards, and 

secure in protecting sensitive data throughout the SDLC 

process implementation stage [36]. 

3.6. How can information security be safeguarded 

during the implementation stage of the SDLC process? 

Preserving information security during the 

implementation stage of the software development life 

cycle (SDLC) process requires the adhesion to a series 

of strategic steps [1], [8], [10]-[18], [42], [48], [50],:  

Establish security requirements: Right at the 

commencement of the implementation stage, a pivotal 

step is to define the software's security requirements. 

Integration of these requirements into design and 

development processes is essential to establish a strong 

foundation for security [16]. 

Adopt secure coding practices: Software developers 

must have a thorough understanding of secure coding 

practices. Their adhesion to these practices during 

software coding can effectively prevent the introduction 

of vulnerabilities or weaknesses [12]. 

Integrate security testing: Comprehensive security 

testing must be seamlessly integrated into the testing 

phase. Techniques such as vulnerability scanning, 

penetration testing, and code review are crucial to 

identifying and subsequently addressing vulnerabilities 

or weaknesses within software [8], [42]. 

Leverage a secure development environment: 

Fortifying the development environment against 

unauthorized access or tampering is critical. 

Implementing robust measures such as access controls, 

network security fortifications, and data encryption is 

crucial to maintaining the integrity of the environment 

[6]. 

Ensure a secure deployment environment: The 

deployment and production environments must mirror 

a similar level of security to thwart unauthorized access 

or tampering. Implementing stringent access controls, 

enhanced network security, and vigilant data encryption 

practices is imperative [48]. 

By diligently following these strategic steps, 

organizations can assertively safeguard their software's 

security and compliance. This robust approach ensures 

that sensitive data is kept consistently protected 

throughout the SDLC process implementation stage 

[10]. 

3.7. What actionable steps can be taken to mitigate 

information security concerns during the 

implementation stage, ultimately contributing to the 

achievement of a successful implementation? 

The culmination of responses to the aforementioned 

inquiries has culminated in a comprehensive summary 

that addresses the central research question posited in 

this paper. When comparing our research with the body 

of work presented in the related research, we have 

identified nuanced insights and perspectives that further 

enrich our understanding of this domain. Although 

previous studies have provided valuable information, 

this research sheds additional light on the specific 

challenges, practices, and actionable steps related to 

information security during the implementation stage. It 

also describes the necessary steps that must be 

meticulously carried out during the implementation 

stage [35]. 

This nuanced perspective contributes to the growing 

body of knowledge surrounding software security and 

implementation practices[21],  [65], and also 

underscores the importance of addressing information 

security comprehensively throughout SDLC [77], 

particularly during the implementation stage, as 

highlighted by the findings in Table 6. It is important to 

note that the insights presented in Table 6 are the result 

of a meticulous synthesis of existing literature. 

Although not directly referenced, they represent a 

valuable compilation of security measures and practices 

from various sources. 

Table 6. 12 Steps Implementation Stage 

Steps Literature 

Coordination meeting [1], [2], [4],  [8], [9]-[11], [19], 

[20], [33]-[36], [39], [49], [57], 

[68], [72], [74],  
Implementation survey [2], [4], [5], [19], [20], [22], [23], 

[31], [39], [44], [55], [56], [59], 

[65], [72], [74],  
Installation [1], [2], [3], [8],  [9]-[11], [14], 

[19], [22],  [23], [33]-[36], [39], 

[44], [47], [49], [55], [57], [60], 
[79] 

Kick-off meeting [1]-[3], [4], [8], [19], [20], [33]-

[36], [39], [49], [57], [66], [68], 
[72], [74] 

General explanation [1]-[3], [4],   [8], [14], [19], [22], 

[23],  [31], [33]-[35], [39], [44], 
[47], [49],  [55], [57], [60], [79] 

Inter-department training [2], [19], [20], [22], [31], [39], 
[44], [55], [56], [59], [65], [72], 

[74],  [79] 

Operator training [4], [19], [20], [23], [65], [66], 
[72], [74] 

Enter master & and static 

data 

[1], [14], [36], [38], [44], [66], 

[72], [74], [78] 
System live [1], [2], [3], [4],    [8], [14], [19], 

[20], [22],  [31], [33]-[35], [38], 

[39], [44], [45], [47],  [49], [56], 
[57], [59],   [60], [66], [68], [69], 

[72],  [74], [78], [79] 

Implementation assistance [8], [19], [23], [28], [57], [65], 
[66], [69],  [78] 

System audit [58], [59], [70], [71], [75], [78],   

Close off meeting [1]-[3], [4], [8], [19], [20],  [33]-
[35], [39], [49], [57], [66], [68], 

[72], [74]  

Table 6 presents the steps to mitigate information 

security issues during the SDLC implementation stage. 
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Coordination meeting: Arrange and approve the 

implementation schedule between the provider and the 

customer. In this meeting, both parties should introduce 

each other’s team and Person in Charge (PIC) [72]. 

Implementation survey: In this step, the provider's team 

will conduct a detailed survey of all existing 

procedures, policies, and the availability of master & 

and static data [56]. 

Installation: The Provider will install the software on 

the Customer’s server. The installation of the operating 

system and database is the responsibility of the 

customer [23]. 

Kick-off meeting: This meeting is held between the 

Provider’s Management and Implementation team and 

the Customer’s Management team to indicate the start 

of the Implementation process [10]. 

General explanation: In this session, the Provider will 

provide a general explanation of the Software and its 

background. This session aims to build good 

cooperation between the provider and the customer 

[10]. 

Inter-department training: The Provider explains the 

flow of the system and the corresponding policies and 

procedures of each department. During this session, the 

customer will gain a complete understanding of the new 

policies and procedures that will be implemented along 

with the system [44]. 

Operator training: The employees are trained according 

to their level of operational function. This training 

ensures that every employee understands how to enter 

transactions using the system [21]. 

Enter master & static data: In this step, the customer 

will input Master & Staand static into the system. 

Before going live, all necessary preparations and data 

must be entered into the system. The complexity of this 

step varies depending on the number of transactions and 

the availability of data [59]. 

System live: When all the above preparations have been 

completed and all required data have been input into the 

system, the Customer is ready for System Live. This 

means that the customer will enter all their daily 

transactions using the system. When all transactions are 

up to date, all reports can be automatically generated 

from the system [15]. 

Implementation assistance: During this period, the 

implementation team will continue to assist the 

customer to ensure that the customer can operate the 

system smoothly [74]. 

System audit: Near the end of the implementation 

process, the Provider's team will perform a system audit 

of each user to make sure that every user fully 

understands the proper use of the system [4]. 

Close-off meeting: This last meeting marks the end of 

the implementation process. This means that the 

customer will now enter the maintenance period, which 

will be handled by the maintenance team [79]. 

4. Conclusions 

In conclusion, this research has successfully addressed 

critical aspects of information security within the 

Software Development Life Cycle (SDLC), with a 

specific focus on the implementation stage. Through the 

structured 5W1H framework, the study has provided 

comprehensive information on why information 

security is vital at this stage, where and when it should 

be implemented, who plays crucial roles, what 

measures are necessary, and how effective security can 

be ensured. 

Research emphasizes the paramount importance of 

protecting information security during implementation, 

as it directly influences the success of subsequent stages 

and the protection of sensitive data. Various actionable 

steps and strategies have been outlined to mitigate 

security concerns during this phase, which ultimately 

contributes to the achievement of a successful 

implementation. 

This study has provided actionable steps and insights on 

mitigating information security concerns during 

implementation, contributing to the achievement of a 

successful implementation. These findings not only 

serve as valuable guidance for organizations, but also 

offer opportunities for further comprehensive research 

in this critical domain of software development. The 

recommendations arising from this study advocate for 

the continuous adaptation and assimilation of emerging 

technologies and methodologies into SDLC as a means 

of strengthening security postures.  

This requires empirical research to rigorously evaluate 

the effectiveness of integrated security measures within 

diverse development environments and across industry 

sectors. Furthermore, the study recommends the 

development of robust and adaptable security 

frameworks capable of seamless integration into 

existing and future SDLC models. This fosters an 

ecosystem where security co-evolves with 

technological advancements, ensuring ongoing 

resilience against evolving threats. 
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