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Abstract

The overcapacity of vehicle numbers is one of the significant causes of the traffic congestion problem in Indonesia roadway. The government applies a One-way system (SSA) as one proposed solution to unravel the congestion. However, several congestion points are still found during the SSA implementation. Thus, this research offers an alternative method to detect congestion using IoT technology. The system automatically enumerates the number, classifies the type, and computes the speed averages of vehicles to identify the severity of congestion based on the Indonesian Highway Capacity Manual (IHCM) published by the Ministry of Public Works 2014. We utilize ultrasonic sensors to detect the vehicles and send the data to the server in real-time. The research successfully develops an IoT system for traffic congestion detection. Communication between nodes and API can be done well. Data exchange involving encryption and decryption with AES-256 is successfully done. Website application developed in this research is successfully show the severity level of the congestion and their vehicle numbers. The average accuracy of the system is 78.97%. The system detected more vehicles than actual numbers due to the misreading value of the sensors.
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1. Introduction

Congestion is a significant problem faced by Indonesia. Currently, Indonesia occupies the second position as the most congested country globally in 2017 [1]. Based on [2], congestion is a phenomenon when the smoothness of traffic on existing roads decreases. Congestion is commonly caused by the inability of a road to accommodate passing vehicles. The excess volume of vehicles compared to the capacity of a road causes congestion on a road segment. Road growth in Indonesia from 2011 to 2016 was 6.9%. On the other hand, vehicle growth from 2011 to 2016 in Indonesia was 52.26% for cars and 51.32% for motorcycles [3], [4].

The losses caused by traffic jams are not small. Congestion can increase fuel consumption [5], [6]. That research result is in accordance with [7] that was conducted in Bogor City. The result showed that the cost of purchasing fuel for cars increased from Rp. 13.933 to Rp. 19.171 and motorcycles from Rp. 5.082 to Rp. 7.172. Apart from the economic aspect, traffic jams are also detrimental to social, cultural, and mental health aspects [8]–[10]. The data shows that 85.8% experience stress when experiencing traffic jams. In addition, 63% of students and college students admitted experiencing delays due to traffic jams [7]. Based on these problems, it is necessary to develop a system to detect congestion points in traffic. The congestion detection system is designed to avoid more severe congestion.

In the previous research, a method of a vehicle to vehicle (V2V) communication [11], [12] with the CoTEC [13] and the Vanet algorithm [14], [15] algorithm was used to detect congestion. Those methods utilize communication between vehicles to notify the smooth condition of a road segment. However, those methods take a long time to implement. This method requires each vehicle to have a communication device to convey and receive messages. Various new regulations and regulations must be rolled out first so that motor vehicle manufacturers can equip the latest vehicles with this communication tool. This method is unsuitable for application due to the severity of the congestion impact experienced. The solution needed is a system that can be implemented quickly and inexpensively.

Internet of Things (IoT) technology can be utilized to reduce the congestion problem [16]–[19]. IoT is a comprehensive and open network of intelligent objects that have the ability to organize and share information,
data automatically, and resources, react, and do something as a result of conditions and changes in the environment [20]–[22]. IoT is a form of evolution from an internet that provides a major leap for collecting, analyzing, and distributing data that can be turned into information, knowledge, and, perhaps, trust [23].

Much research was conducted to solve the congestion problem using the embedded system and IoT. [24] developed an automatic vehicle counting using the image. The system could count the vehicle real-time by utilizing Raspberry Pi. [25] utilized sound and infrared (IR) sensors to reduce the traffic density. This study aims to develop an Internet of Things (IoT) based system to detect congestion. We intend to implement a low-cost model for the users to monitor the traffic density level. The system will automatically record the number, classify the type, and calculate the average speed of passing vehicles. We utilize ultrasonic sensors to detect vehicles. This research is expected to help reduce congestion by using an IoT-based system that can detect the level of congestion on the road.

2. Research Method

This study assumes that the road conditions follow the PKJI standard [26]. The calculation of density standards is based on the PKJI standard. The classification of vehicles is divided into three types, namely motorcycles, light vehicles, and heavy vehicles. A light vehicle is a vehicle that has a length between 2.5 meters to 5.5 meters. Meanwhile, a heavy vehicle has a length longer than 5.5 meters. The road is also assumed to be free of non-motorized vehicles and pedestrians. The nodes will be placed in an area that is not exposed to other than motorized vehicles to avoid the pedestrian or non-motorized vehicles detected. Nodes also are placed on each required lane segment. For example, if a path has two lanes, it requires two nodes.

The research method is carried out in stages and begins with analysis and model development. Thus, after the analysis is made, materials and tools are prepared. In this research, we are doing node development and web development. After those phases were done, system integration was conducted. The integrated system will be installed at a pre-determined location. The system will be tested and evaluated in the testing phase. The result of this research is a ready-to-use IoT prototype for recording, classifying types, and calculating the average number of vehicle speeds.

2.1 Analysis and Model Development

The first stage of this research is gathering the system requirements and developing the detection model. In this stage, we analyze the road conditions, calculate road capacity, determine road service standards, and design a system diagram.

Several road conditions that were considered are shoulder condition, shoulder width, and road traffic. This stage also determines the sensors required in the development and road capacity calculation. Road capacity is calculated according to [26]. Commonly, road capacity became the standard for calculating road services. The result of this phase is the capacity of each lane. The equation for calculating the road capacity is shown in Equation 1.

\[
C = C_0 \times FC_{LJ} \times FC_{PA} \times FC_{HS} \times FC_{UK}
\]  

(1)

with C is road capacity (passenger car unit (pcu)/hour), \(C_0\) is base capacity (pcu/hour), \(FC_{LJ}\) is capacity adjustment factor related to lane width or traffic lane, \(FC_{PA}\) is capacity adjustment factor related to direction separation, only on the undivided road, \(FC_{HS}\) is capacity adjustment factor related to side resistance class for the road with roadside, and \(FC_{UK}\) is a capacity adjustment factor related to city size.

The level of road service will determine whether a road is declared smooth or jammed. The level of road service uses the standard degree of saturation. Degree of saturation (DS) refers to the ratio of current to capacity. The formula for calculating the degree of saturation is shown in Equation 2 [26].

\[
DS = \frac{Q}{C}
\]

(2)

with C is road capacity (pcu/hour), and Q is traffic flow per unit time (pcu/hour).

The result of DS is used to determine the service level of the road. The standard of road service is categorized into six levels, namely A, B, C, D, E, and F. Each level of road service has a lower limit value. Table 1 shows the range for DS to service level, respectively. The system diagram is designed to fulfill the purpose of making this system. The communication scheme between the nodes and the API is determined along with the encryption used.

<table>
<thead>
<tr>
<th>Service level</th>
<th>DS</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>[0, 0.20)</td>
<td>Smooth</td>
</tr>
<tr>
<td>B</td>
<td>(0.20, 0.45]</td>
<td>Crowded smoothly</td>
</tr>
<tr>
<td>C</td>
<td>(0.45, 0.70]</td>
<td>Crowded</td>
</tr>
<tr>
<td>D</td>
<td>(0.70, 0.85]</td>
<td>Crowded slowly</td>
</tr>
<tr>
<td>E</td>
<td>(0.85, 1.00]</td>
<td>Congested</td>
</tr>
<tr>
<td>F</td>
<td>(1.00, (\infty))</td>
<td>Total congested</td>
</tr>
</tbody>
</table>

2.2 Material and Tools Preparation

This paper aims to develop a prototype of the use of IoT technology in recording the number, classification, and average speed of vehicles. Two ultrasonic sensors were used to detect vehicles. A Raspberry Pi 3 Model B is utilized as a computational device to calculate vehicles’ numbers and classification. Two breadboards were used as connection boards for sensors and cables. A 16 GB Micro SD Card is used as a storage media for the Raspberry Pi. The hardware that will be used as a
development environment and a server is a personal computer with specifications of Intel Core i3-3217U 1.80 GHz, 8 GB RAM, and 750 GB HDD. The software needed for development is MySQL 14.14 as a DBMS, NodeJS as a programming language for APIs, ExpressJS as a REST framework, Python 3.6 as a programming language for nodes, and Postman as an API testing application.

2.3 Node Development Phase

The node development phase consists of design, development, and testing. During the development, several iterations occur between development and testing. At this stage, the output of this phase is the assembled node. The design stage aims to design the required nodes and determine the detection method, calculation method for detecting the vehicle speed, and vehicle classification method. The sensor used is an ultrasonic sensor [28]. The arrangement of the sensors corresponds to that applied by [29], as shown in Figure 1.

![Sensor Arrangement](image.png)

Figure 1. The sensor arrangement of congestion traffic detection

In addition to calculating speed, vehicle classification is done to determine the passing vehicle. The installed node will be used to detect and indicate a passing vehicle. The distance between the sensor and a vehicle is used to indicate a passing vehicle. The detection method is based on changing conditions based on the given conditions [30]. An initial time is stated when the vehicle entered the state. The calculation of the vehicle's speed utilizes the law of Uniform Motion. This study assumes that passing vehicles are not accelerating suddenly. The formula for calculating speed is shown in Equation 3 [31].

$$v_p = \frac{S_p}{\Delta t}$$  \hspace{1cm} (3)

with $v_p$ is the speed of the vehicle (m/s), $S_p$ is vehicle mileage, and $\Delta t$ is the travel time (s). Vehicle mileage is the distance an object moves from one point to another. Travel time is the difference between the start time at the starting point and the end time at the endpoint when an object moves.

In addition to calculating speed, vehicle classification also uses the Uniform Motion Law. This study classifies vehicles based on the length of the vehicle. By utilizing the speed obtained in Equation 3, the length of the vehicle can be obtained by using Equation 4 [31].

$$l_p = v_p \times \Delta t$$  \hspace{1cm} (4)

where $l_p$ is the length of the vehicle (m), $v_p$ is the speed of the vehicle (m/s), and $\Delta t$ is the travel time (s).

At the development stage, the prepared design and equipment will be applied at this stage. The algorithm is implemented using the Python 3.6 programming language by utilizing the gpiozero library to read input from the ultrasonic sensor. The testing stage serves to check the results of the development carried out. Tests are carried out starting from the sensor's accuracy in detecting the distance, classifying the vehicle, and calculating the vehicle's speed.

2.4 Web Development Phase

This stage is carried out simultaneously with the node development phase. This stage will produce an API for the system. The API is used for the nodes can send detection results to the database quickly and safely. This phase consists of three stages: API design stage, Web development stage, and Web testing and evaluation. The API design stage will produce a database schema and an API schema—the use case of each existing role also designed in this stage. The user roles that can access the API are device and administrator. Each role has its limitations in accessing the API. The design determined in the previous stage is applied at this stage. Development is divided according to the number of existing modules. Web development uses Javascript programming language with React library for front-end development, NodeJS with ExpressJS framework for API development, and MySQL for DBMS. The web testing and evaluation stage tests the development results carried out. The test is divided into two tests: the API and the front-end. The API test is carried out to test the success of the API in receiving the response and returning the proper request, which is a test carried out manually with the Postman application and automatically with the mocha framework. The front-end test is carried out to test the success of the reliability of the front-end.

2.5 Integration System testing

This stage will integrate the node and APIs that have been developed separately. The integration stage is essential for this development because the success of IoT depends on the successful integration of nodes and APIs. After performing the integration between the node and the API, testing is carried out. The test is divided into two tests: communication and field tests. Communication testing is carried out to ensure communication between the API and the node is successfully done. Testing is carried out as data exchange with an agreed cryptographic scheme, the tool for receiving the response given by the API, and the API in accepting the request given by the node. At this stage, the data sent by the tool is still in dummy form. Field testing will be carried out by installing roadside tools and APIs on the server. The difference with the communication test is that the data sent to the API results from the direct recording made by the node. The field test is expected to see the algorithm's accuracy for...
recording the number, classifying, and recording the speed of passing vehicles. Once the integration test is successful, the API and node are ready for final installation. The node will be placed in each lane of the road. The API will be installed on a server that has been provided with a public domain so that nodes can access it.

3. Result And Discussion
3.1 Analysis and Model Development
The road used as the test site is Babakan Tengah Road, Babakan, Dramaga, Bogor, West Java (Figure 2). The road is located around IPB University. Jalan Babakan Tengah Road has a busy to very crowded level. The road has one-track road and can be traversed by two vehicles with different lanes. Crowds usually occur in the morning and evening. Many vehicles are parked on the side of the Babakan Tengah Road, which causes the effective lane width to decrease from each side.

The calculation of the capacity of the Babakan Tengah road is based on [26]. The effective lane width is 2.5 m, roadside width is around 0.9 m, the type of road is 2/2 with roadside TT, the side obstacle level is medium (S), and the area size is under 0.1 million people. Based on those data, \( C_0 \) number s 2900, \( FC_{LJ} \) is 0.56, \( FC_{PA} \) is 1, \( FC_{HS} \) is 0.956, and \( FC_{UK} \) is 0.86. The capacity calculation, according to PKJI (2014) is obtained by using Equation 1.

\[
C_{bateng} = C_0 \times FC_{LJ} \times FC_{PA} \times FC_{HS} \times FC_{UK} \tag{5}
\]

\[
C_{bateng} = 2900 \times 0.56 \times 1 \times 0.956 \times 0.86 \tag{6}
\]

\[
C_{bateng} = 1335,188 \text{ pcu/hour}
\]

with \( C_{bateng} \) is road capacity for Babakan Tengah Road.

The capacity calculation above is for all lines—the road type 2/2 TT results in a capacity calculation for the entire lane. Thus, the calculation of the road capacity for each lane is shown in Equation 7. The calculation resulting from Equation 7 is 667,594 pcu/hour.

\[
C_{b1} = \frac{C_{bateng}}{2} \tag{7}
\]

The conversion of minutes for the road capacity is needed—the capacity value of every minute of the Babakan Tengah road as Equation 8. Based on Equation 8, the capacity value for each lane in Babakan Tengah Road for each minute is 11.126 pcu/minute.

\[
C_{b, \text{minute}} = \frac{C_{b1}}{60} \tag{8}
\]

Once the capacity of each lane is obtained, the level of road service can be determined. The level of road service is based on the degree of saturation according to Equation 2. The equation for the degree of saturation for the Babakan Tengah road every minute and lane is shown in Equation 9.

\[
DS_{bateng} = \frac{Q_{bateng}}{C_{b, \text{minute}}} \tag{9}
\]

with \( DS_{bateng} \) is the degree of saturation of Jalan Babakan Tengah every 1 minute, and \( Q_{bateng} \) is the traffic flow for Jalan Babakan Tengah every 1 minute (pcu/minute).

The system diagram of the Congestion Detection using IoT is shown in Figure 3. The HTTP/HTTPS protocol is used for communication between the Raspberry Pi (node) and the server (API).

![Figure 3. Block Diagram of the system](image-url)

The data will be encrypted using the AES-256 algorithm to maintain the confidentiality of the data sent. The encryption and decryption keys use passwords automatically generated by the API during node registration. In addition to AES-256, each node must log in to get a valid JSON Web Token (JWT) from the API. To maintain data integrity, the data is equipped with a SHA512 hash. In addition to maintaining the confidentiality of data, this algorithm is implemented to ensure that data is transmitted by authorized nodes. This is because the administrator must first register the node to send data. Each node will be equipped username and password that is only known by the tool and the server.

The communication flow between the node and the API begins with sending data with a hash by the node in the
form of JSON. JSON data is sent with JWT, which is obtained through the login process via headers. The API will process the data to be entered into the database. Before saving to the database, the API will check the authentication of the data obtained. The API will send the data storage success status to be received by the node. If the submitted data fails to be saved or is not accepted by the API, it is saved by sending it back with the following data. If the API successfully saves the submitted data, the node will delete the data. The communication process continues until the node is turned off.

3.2 Node Development Phase

The sensor’s design for the lane is shown in Figure 4. The distance between the sensors (Su) is set at 30 cm. This reason is that the minimum length is not less than 30 cm. In addition, taking the distance between sensors that are not too far away prevents the vehicle from being detected in the second sensor because the vehicle shifts more than 1 meter. The marking of a vehicle by the sensor utilizes the distance between the vehicle and the sensor. The sensor is placed at an angle (α) of 90° to the vehicle’s direction and the sensor’s direction. The angle taken at 90° is set so that the sensor directly hits the vehicle’s body, assuming the vehicle passes at an angle of 180° to the direction of the lane.

Determining the sensor distance to a specific value and dividing vehicle detection into three conditions causes the formula for calculating vehicle speed to change. Using fixed distances from the sensors, ta, and tb, the formula for calculating vehicle velocity based on Equation 3 becomes Equation 10.

\[
v_v = \frac{0.3}{(t_b - t_a)}
\]

with \(v_v\) is vehicle speed (m/s), \(t_a\) is the time to move from the first state to the second state (s), and \(t_b\) is the transition time from the second state to the third state (s).

The marking of vehicles using sensors is divided into three conditions, as shown in Figure 5. The first condition (C1) is the condition of no vehicle. The first sensor is on in this state, and the second is off. The C1 stays put until the first sensor gets the vehicle through. Moving from C1 to the second state (C2) results in time \(t_a\). C2 is the condition of the vehicle found. The first sensor is off in this state, and the second is on. The second sensor finds the vehicle found by the first sensor. The movement from C1 to C2 results in a time \(t_b\). The third condition (C3) is the vehicle’s condition waiting for it to disappear. The first sensor is on in this state, and the second sensor is off. The C3 will stay put until the first sensor no longer finds the detected vehicle. The displacement of C3 to C1 gives the time \(t_c\).

In addition to the equation to calculate the speed, Equation 4 to calculate the length of the vehicle also changes. The vehicle length calculation uses the results from C2 and C3. The value of \(t\) uses the values of \(t_b\) and \(t_c\). Because C1 uses the body of the vehicle, the length of the vehicle is reduced by the value of \(Su\). The value of the length of the vehicle must be added to the value of \(Su\). The equation for calculating the length of the vehicle becomes Equation 16.

\[
l_v = 0.3 + (v_v \times (t_c - t_b))
\]

with \(l_v\) is length of the vehicle (m), \(t_c\) is transition time from the third state to the first state (s).

The length of a vehicle is used to classify the vehicle. The length of the vehicle is obtained from observing and checking the websites of automotive companies in Indonesia. The collection of data obtained is processed.
The node development stage produces a node with the application installed on the Raspberry Pi. The nodes are arranged according to the design stage. The application on the Raspberry Pi is used to process the data generated by the sensor. To ensure the data obtained from the sensors is accurate, the calibration process is executed. The first (U1) and second (U2) ultrasonic sensors were calibrated at 0.5 m to 3 m with a displacement of 0.5 m. Table 2 shows the calibration results of the U1 and U1 sensors. The calibration results show that the sensor value is relatively correct because the error rate is below 5% for all distances.

<table>
<thead>
<tr>
<th>Distance between the object and sensor U1 (meter)</th>
<th>Distance between the object and sensor U2 (meter)</th>
<th>Manual</th>
<th>Sensor</th>
<th>% Error</th>
<th>Manual</th>
<th>Sensor</th>
<th>% Error</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.5000</td>
<td>0.5000</td>
<td>0.4985</td>
<td>0.4929</td>
<td>0.2998</td>
<td>0.4929</td>
<td>1.4202</td>
<td></td>
</tr>
<tr>
<td>1.0000</td>
<td>1.0000</td>
<td>0.9916</td>
<td>0.9797</td>
<td>0.8362</td>
<td>0.9797</td>
<td>2.0266</td>
<td></td>
</tr>
<tr>
<td>1.5000</td>
<td>1.5000</td>
<td>1.4864</td>
<td>1.4838</td>
<td>1.0948</td>
<td>1.4838</td>
<td>1.0805</td>
<td></td>
</tr>
<tr>
<td>2.0000</td>
<td>2.0000</td>
<td>1.9836</td>
<td>1.9811</td>
<td>0.8199</td>
<td>1.9811</td>
<td>0.9494</td>
<td></td>
</tr>
<tr>
<td>2.5000</td>
<td>2.5000</td>
<td>2.5014</td>
<td>2.4877</td>
<td>0.0548</td>
<td>2.4877</td>
<td>0.4934</td>
<td></td>
</tr>
<tr>
<td>3.0000</td>
<td>3.0000</td>
<td>3.0075</td>
<td>2.9652</td>
<td>0.2506</td>
<td>2.9652</td>
<td>1.1596</td>
<td></td>
</tr>
</tbody>
</table>

The linear regression functions for sensors U1 and U1 obtained from the data are used to calculate the distance of the vehicle object to the U1 sensor. The arrangement of the nodes is shown in Figure 7. The U1 sensor is connected to GPIO pins 14 for triggers and 15 for echo. At the same time, the U1 sensor is connected to GPIO pins 20 for triggers and 21 for echo. The sensors are arranged in a row, with the distance between the sensors is 30 cm, according to Figure 7.

In the module on the client application, there are three modules developed for the node. The first module is a module for retrieving data. This module only accepts data generated by the sensor. The lag time between transmissions of a sensor is set to 0.01 seconds. This module is divided into three main functions, as shown in Figure 5:C1 (no object), C2 (object found), and C3 (till end). The data generated by each vehicle detection is used to classify and calculate vehicle speed.
function for encrypting data with the AES-256 algorithm and generating a hash of the data with the SHA512 algorithm (change to JSON)—implementation of the AES-256 and SHA512 algorithms using the pycrypto library in Python.

Table 3. Client application testing result

<table>
<thead>
<tr>
<th>Module No.</th>
<th>Module Function</th>
<th>Number of Test Case</th>
<th>% Success</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>No object</td>
<td>3</td>
<td>100%</td>
</tr>
<tr>
<td></td>
<td>Object found</td>
<td>6</td>
<td>100%</td>
</tr>
<tr>
<td></td>
<td>Veh class</td>
<td>3</td>
<td>100%</td>
</tr>
<tr>
<td></td>
<td>Veh dimensio n</td>
<td>1</td>
<td>100%</td>
</tr>
<tr>
<td>2</td>
<td>Qty speed</td>
<td>5</td>
<td>100%</td>
</tr>
<tr>
<td></td>
<td>Road status</td>
<td>8</td>
<td>100%</td>
</tr>
<tr>
<td></td>
<td>Post func</td>
<td>4</td>
<td>100%</td>
</tr>
<tr>
<td>3</td>
<td>Change to json</td>
<td>1</td>
<td>100%</td>
</tr>
</tbody>
</table>

The system testing stage tests the reliability of the nodes that have been developed. The things that were tested were data encryption and data retrieval schemes. Based on Table 3, the client application is working well in accordance with the test.

3.3 Web development phase

The result of the database design stage is the database schema and use case of each role. The development of this system requires eight tables in the database schema (Figure 8), namely roads, segments, paths, lanes, nodes, severity status, vehicle data, and administrators. Each lane has a node so that the relationship created is 1:1. Each node representing a lane sends the degree of saturation and traffic data for that lane every 1 minute. This condition underlies the table relationship between nodes with a severity status of one to many. Because each data degree of saturation contains lane traffic data, namely the number and average of each type of vehicle, the table relation between severity status and vehicle data is 1:1. The administrator table has no relation to any table because the table stores administrator data with the administrator, master administrator, and super administrator roles that are not related to any data.

A use case for each existing role is designed to develop the database, as shown in Figure 9. The use case is for master administrator data, access for administrator data, and access for traffic data. The administrator role can view data on roads, segments, nodes, and traffic. The master administrator role has access like administrator plus can add, delete, and update road data; add, delete, and update segment data; add, delete, and update data nodes; register and delete administrator data, and view traffic data. The super administrator role has access to

Figure 8. Database schema
The master administrator and administrator, plus registering and deleting master administrator data. The role node can only send traffic data to the API.

broadly divided into four things: access for data paths, access for segment data, access for data nodes, access

The API development stage built the API according to a pre-determined design. The API is developed using the NodeJS programming language with MySQL DBMS. Several developed modules are the administrator module, road module, segment module, path module, lane module, node module, traffic data module, and home module. The administrator module consists of several features: administrator register, delete administrator data and login. This section applies to two roles, namely super administrator and administrator. In addition, communication between the front-end and the API in the administrator module to distinguish roles using tokens with JWT schemes.

The features contained in the road module are adding roads, deleting roads, editing road data, and viewing road data. The development of features on the API side is collected on a single controller. The features contained in the segment module are adding new segments, updating segment data, and deleting segment data. The side developed at this stage is only the API side. The path module is closely related to the segment module. This module is only called by the functions contained in the segment module. The lane module only has one feature, which is adding lane data. Since the lane module is tied directly to the node, the side developed at this stage is only the API side. Front-end development for lane modules is automatically merged with development for node modules.

The part that is developed in the node module is the development of the API and the front-end. The features needed in the node module are adding nodes, logging in nodes, deleting nodes, and downloading configuration files. The development of features on the API side is collected on a controller. This stage also develops a feature to decrypt the data sent by the node. Decryption uses the AES-256 algorithm. The generated key will be saved in the configuration file. The data traffic module consists of a data traffic add feature and a data traffic view feature. The API and front-end of those features are developed. Severity status data and vehicle data are included in traffic data. The controller collects the development of features on the API side.

The modules developed in the home module are only on the front-end side because the features needed on the API side have been worked on in the previous module. The front-end view of the home module is divided into

Figure 9. Use case diagram of the system
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four essential parts (Figure 10). The website is used to show the congestion level of the road. The first part (point 1) displays the total number of lane data obtained by the system divided based on the congestion level. It will show the total number of the vehicles detected by the node and thus categorized it based on the severity level. The second part (point 2) displays the number of vehicle data of each type (motorcycles, light vehicles, and heavy vehicles) for each congestion level. The third part (point 3) displays the average speed of each type of vehicle (motorcycles, light vehicles, and heavy vehicles) for each congestion level. The fourth section (point 4) displays the system's total number of lane data every minute and the congestion level.

API testing is done automatically and manually. Tests are carried out to ensure the API can return a response according to the request given by the front-end and node. Based on the test results, the developed API is running well. After several tests and improvements were carried out, all the specified test cases were completed. In addition to testing the API module, testing was also carried out on data description. Tests are carried out to ensure that the data sent by the node can be retrieved as it was initially. In addition, testing is carried out to check the authenticity of the data (hash checking). The API must be able to distinguish the original data from the non-genuine data.

### 3.4 System Integration

This stage is carried out by merging the nodes with the API that was created in the previous stage. This stage ensures that the planned analysis of the system does not match the results that have been done.

### 3.5 Integration System Testing

The communication test uses dummy data as test material. The node will as if sending data to the API. The test results show that the node and API can communicate well. The API can properly decrypt the encrypted data sent by the node. The results of the response from the API can also be understood by nodes well (Table 4). The test results show that the node and API can communicate well after several tests and improvements have been carried out. The potential data lost daily due to communication between nodes and the API for all test cases is below 5% (72 of 1440 data).

Field tests were conducted to measure the algorithm's reliability in measuring and the algorithm's accuracy in calculating the number and classifying the types of passing vehicles. The field test was conducted on May 10, 2018. The field test was divided into three sessions: the first session at 14.01 – 15.01, the second session at 16.25 – 17.25, and the third session at 17.43 – 18.43. The road conditions during the test are as shown in Figure 6.

#### Table 4. Communication between node and API testing result

<table>
<thead>
<tr>
<th>Test case</th>
<th>No.of repetitions</th>
<th>Average of sending time (s)</th>
<th>Potential data loss</th>
</tr>
</thead>
<tbody>
<tr>
<td>Data sent and stored</td>
<td>5</td>
<td>0.3251</td>
<td>8</td>
</tr>
<tr>
<td>Data failed to save</td>
<td>5</td>
<td>0.4218</td>
<td>11</td>
</tr>
<tr>
<td>Timeout*</td>
<td>5</td>
<td>1.0227</td>
<td>25</td>
</tr>
</tbody>
</table>

*Potential amount of data lost due to communication between nodes and API when sending data every day

The specified waiting time is 300 ms
The average accuracy of detected vehicles by the system is 78.97%. The number of people passing on the roadside causes an error in vehicle classification. The developed node cannot distinguish between vehicle and non-vehicle objects. Non-vehicle objects are considered vehicle objects. The person passing by in Figure 11 is considered a vehicle object, in this case they were detected as motor cycle. Because the length of a human being is less than 2.5 meters, a human being is considered a motorbike according to the rules in Figure 6. In addition, the object of city transportation (angkot) is considered as two motorbikes. The wrong classification of angkot is caused by the opened door in the middle of the vehicle. The node recognizes it as two different objects. Heavy vehicles rarely pass through this route, so there is no data on large vehicles in this study. In the future, we will consider about implementing the system to a bigger lane. Table 5 shows the results of the field test conducted on Jalan Babakan Tengah, Babakan, Dramaga, Bogor. The error rate is relatively high because there is a significant data difference between the nodes and the manual.

Table 5. Field testing result

<table>
<thead>
<tr>
<th>Vehicle type</th>
<th>Number of vehicles for each session</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>1</td>
</tr>
<tr>
<td>Motor cycle</td>
<td></td>
</tr>
<tr>
<td>Node</td>
<td>373</td>
</tr>
<tr>
<td>Manual</td>
<td>272</td>
</tr>
<tr>
<td>Difference</td>
<td>121</td>
</tr>
<tr>
<td>Light vehicle</td>
<td></td>
</tr>
<tr>
<td>Manual</td>
<td>21</td>
</tr>
<tr>
<td>Difference</td>
<td>21</td>
</tr>
<tr>
<td>Heavy vehicle</td>
<td></td>
</tr>
<tr>
<td>Node</td>
<td>0</td>
</tr>
<tr>
<td>Manual</td>
<td>0</td>
</tr>
<tr>
<td>Difference</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>373</td>
</tr>
<tr>
<td>Manual</td>
<td>293</td>
</tr>
<tr>
<td>Difference</td>
<td>80</td>
</tr>
</tbody>
</table>

The cause of the high error generated is because the distance between the sensors is short, which is 30 cm. The short distance causes another sensor captures the outgoing signal generated by one sensor. As shown in Figure 11, the signal generated by sensor U2 is captured by sensor U1. Nm is the normal line for the vehicle, N1 is the normal line for sensor U1, Wd is the incoming signal, and Wp is the reflecting signal. Signal capture error occurs because the ultrasonic sensor tolerates the angle of incidence with the sensor normal line of a signal (θ). The tolerance angle of the ultrasonic is 15°. When U2 transmits a sound signal with a slope of β, the signal is not reflected exactly 180°to the incoming signal. The angle of this phenomenon is referred to as angle of γ. The incorrect value of γ causes the reflected signal to be not captured by sensor U2 but by sensor U1. The reflected signal is within the tolerance range of the U1 sensor, so the U1 sensor receives the signal as input. This condition causes the vehicle detection based on Figure 4 to fail. This condition also applies to the sensor U2, with the same occurrence. This condition occurs when the value of γ is between 0° to 15°, which is not recommended.

One possible way to overcome this problem is to increase the distance between sensors (Su). The Su value needs to be determined so that the signals received by the two sensors do not overlap. As shown in Figure 11, the Su value is influenced by the distance between the sensor and the vehicle (Wd). Based on the Pythagorean law, the general equation for determining the value of Su is as in Equation 12.

![Figure 11. The condition of the signal capture error by a sensor](image)

\[ S_u = (W_p^2 - W_d^2)^{1/2} \]  

The value of Wp cannot be ascertained because it is influenced by the vehicle's distance from the sensor or the value of Wd. The value of Wp must be replaced by something like Equation 13.

\[ W_p = \frac{W_d}{\sin \alpha} \]  

By combining Equations 12 and Equation 13, the equation to determine the value of Su becomes as in Equation 14.

\[ S_u = W_d \left( \frac{1}{(\sin \alpha)^2} - 1 \right)^{1/2} \]  

This case occurs because the value of α is in the range of 75° to less than 90°. This case means that the minimum value is less than 75°. It can be seen in Equation 14 that the value of α is inversely proportional to the value of Su. Thus, the Equation 14 is derived to Equation 15. The Equation 15 is used to calculate the optimal Su value to avoid the overlapping signal problem. The Wd value entered the equation is the highest possible value or the farthest possible distance between the sensor and the vehicle.

\[ S_u > W_d \left( \frac{1}{(\sin \alpha)^2} - 1 \right)^{1/2} \]  

4. Conclusion

The recording of traffic data consisting of congestion level, number, and average vehicle speed per type was
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